# Streams DSL

The Kafka Streams DSL (Domain Specific Language) is built on top of the Streams Processor API. It is the recommended for most users, especially beginners. Most data processing operations can be expressed in just a few lines of DSL code.

## Overview

In comparison to the [Processor API](https://docs.confluent.io/current/streams/developer-guide/processor-api.html#streams-developer-guide-processor-api), only the DSL supports:

* Built-in abstractions for [streams and tables](https://docs.confluent.io/current/streams/concepts.html#streams-concepts-duality) in the form of [KStream](https://docs.confluent.io/current/streams/concepts.html#streams-concepts-kstream), [KTable](https://docs.confluent.io/current/streams/concepts.html#streams-concepts-ktable), and [GlobalKTable](https://docs.confluent.io/current/streams/concepts.html#streams-concepts-globalktable). Having first-class support for streams and tables is crucial because, in practice, most use cases require not just either streams or databases/tables, but a combination of both. For example, if your use case is to create a customer 360-degree view that is updated in real-time, what your application will be doing is transforming many input *streams* of customer-related events into an output *table* that contains a continuously updated 360-degree view of your customers.
* Declarative, functional programming style with stateless transformations (e.g. map and filter) as well as stateful transformations such as [aggregations](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-aggregating) (e.g. count and reduce), joins (e.g. leftJoin), and windowing (e.g. [session windows](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#windowing-session)).

With the DSL, you can define [processor topologies](https://docs.confluent.io/current/streams/concepts.html#streams-concepts-processor-topology) (i.e., the logical processing plan) in your application. The steps to accomplish this are:

1. Specify [one or more input streams that are read from Kafka topics](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-sources).
2. Compose [transformations](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-transformations) on these streams.
3. Write the [resulting output streams back to Kafka topics](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-destinations), or expose the processing results of your application directly to other applications through [Interactive Queries](https://docs.confluent.io/current/streams/developer-guide/interactive-queries.html#streams-developer-guide-interactive-queries) (e.g., via a REST API).

After the application is run, the defined processor topologies are continuously executed (i.e., the processing plan is put into action). A step-by-step guide for writing a stream processing application using the DSL is provided below.

Once you have built your Kafka Streams application using the DSL you can view the underlying Topology by first executing StreamsBuilder#build() which returns the Topology object. Then to view the Topology you call Topology#desribe(). Full details on describing a Topology can be found in [describing a topology](https://docs.confluent.io/current/streams/developer-guide/processor-api.html#streams-developer-guide-describing-a-topology).

For a complete list of available API functionality, see also the [Kafka Streams Javadocs](https://docs.confluent.io/current/streams/javadocs.html#streams-javadocs).

## Creating source streams from Kafka

You can easily read data from Apache Kafka® topics into your application. The following operations are supported.

| **Reading from Kafka** | **Description** |
| --- | --- |
| **Stream**   * *input topics* → KStream | Creates a [KStream](https://docs.confluent.io/current/streams/concepts.html#streams-concepts-kstream) from the specified Kafka input topics and interprets the data as a [record stream](https://docs.confluent.io/current/streams/concepts.html#streams-concepts-kstream). A KStream represents a *partitioned* record stream. [(details)](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/StreamsBuilder.html#stream(java.lang.String))  In the case of a KStream, the local KStream instance of every application instance will be populated with data from only **a subset** of the partitions of the input topic. Collectively, across all application instances, all input topic partitions are read and processed.  **import** org.apache.kafka.common.serialization.Serdes;  **import** org.apache.kafka.streams.StreamsBuilder;  **import** org.apache.kafka.streams.kstream.KStream;  StreamsBuilder builder **=** **new** StreamsBuilder();  KStream**<**String, Long**>** wordCounts **=** builder.stream(  "word-counts-input-topic", ***/\* input topic \*/***  Consumed.with(  Serdes.String(), */\* key serde \*/*  Serdes.Long() */\* value serde \*/*  );  If you do not specify SerDes explicitly, the default SerDes from the [configuration](https://docs.confluent.io/current/streams/developer-guide/config-streams.html#streams-developer-guide-configuration) are used.  You **must specify SerDes explicitly** if the key or value types of the records in the Kafka input topics do not match the configured default SerDes. For information about configuring default SerDes, available SerDes, and implementing your own custom SerDes see [Data Types and Serialization](https://docs.confluent.io/current/streams/developer-guide/datatypes.html#streams-developer-guide-serdes).  Several variants of stream exist, for example to specify a regex pattern for input topics to read from). |
| **Table**   * *input topic* → KTable | Reads the specified Kafka input topic into a [KTable](https://docs.confluent.io/current/streams/concepts.html#streams-concepts-ktable). The topic is interpreted as a changelog stream, where records with the same key are interpreted as UPSERT aka INSERT/UPDATE (when the record value is not null) or as DELETE (when the value is null) for that key. [(details)](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/StreamsBuilder.html#table-java.lang.String(java.lang.String))  In the case of a KTable, the local KTable instance of every application instance will be populated with data from only **a subset** of the partitions of the input topic. Collectively, across all application instances, all input topic partitions are read and processed.  You must provide a name for the table (more precisely, for the internal [state store](https://docs.confluent.io/current/streams/architecture.html#streams-architecture-state) that backs the table). This is required for supporting [Interactive Queries](https://docs.confluent.io/current/streams/developer-guide/interactive-queries.html#streams-developer-guide-interactive-queries) against the table. When a name is not provided the table will not queryable and an internal name will be provided for the state store.  If you do not specify SerDes explicitly, the default SerDes from the [configuration](https://docs.confluent.io/current/streams/developer-guide/config-streams.html#streams-developer-guide-configuration) are used.  You **must specify SerDes explicitly** if the key or value types of the records in the Kafka input topics do not match the configured default SerDes. For information about configuring default SerDes, available SerDes, and implementing your own custom SerDes see [Data Types and Serialization](https://docs.confluent.io/current/streams/developer-guide/datatypes.html#streams-developer-guide-serdes).  Several variants of table exist, for example to specify the auto.offset.reset policy to be used when reading from the input topic. |
| **Global Table**   * *input topic* → GlobalKTable | Reads the specified Kafka input topic into a [GlobalKTable](https://docs.confluent.io/current/streams/concepts.html#streams-concepts-globalktable). The topic is interpreted as a changelog stream, where records with the same key are interpreted as UPSERT aka INSERT/UPDATE (when the record value is not null) or as DELETE (when the value is null) for that key. [(details)](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/StreamsBuilder.html#globalTable-java.lang.String(java.lang.String))  In the case of a GlobalKTable, the local GlobalKTable instance of every application instance will be populated with data from all input topic partitions. Collectively, across all application instances, all input topic partitions are consumed by all instances of the application.  You must provide a name for the table (more precisely, for the internal [state store](https://docs.confluent.io/current/streams/architecture.html#streams-architecture-state) that backs the table). This is required for supporting [Interactive Queries](https://docs.confluent.io/current/streams/developer-guide/interactive-queries.html#streams-developer-guide-interactive-queries) against the table. When a name is not provided the table will not queryable and an internal name will be provided for the state store.  **import** org.apache.kafka.common.serialization.Serdes;  **import** org.apache.kafka.streams.StreamsBuilder;  **import** org.apache.kafka.streams.kstream.GlobalKTable;  StreamsBuilder builder **=** **new** StreamsBuilder();  GlobalKTable**<**String, Long**>** wordCounts **=** builder.globalTable(  "word-counts-input-topic",  Materialized.**<**String, Long, KeyValueStore**<**Bytes, **byte[]>>**as(  "word-counts-global-store" */\* table/store name \*/*)  .withKeySerde(Serdes.String()) */\* key serde \*/*  .withValueSerde(Serdes.Long()) */\* value serde \*/*  );  You **must specify SerDes explicitly** if the key or value types of the records in the Kafka input topics do not match the configured default SerDes. For information about configuring default SerDes, available SerDes, and implementing your own custom SerDes see [Data Types and Serialization](https://docs.confluent.io/current/streams/developer-guide/datatypes.html#streams-developer-guide-serdes).  Several variants of globalTable exist to e.g. specify explicit SerDes. |

## Transform a stream

The KStream and KTable interfaces support a variety of transformation operations. Each of these operations can be translated into one or more connected processors into the underlying processor topology. Since KStream and KTable are strongly typed, all of these transformation operations are defined as generic functions where users could specify the input and output data types.

Some KStream transformations may generate one or more KStream objects, for example: - filter and map on a KStream will generate another KStream - branch on KStream can generate multiple KStreams

Some others may generate a KTable object, for example an aggregation of a KStream also yields a KTable. This allows Kafka Streams to continuously update the computed value upon arrivals of [late records](https://docs.confluent.io/current/streams/concepts.html#streams-concepts-aggregations) after it has already been produced to the downstream transformation operators.

All KTable transformation operations can only generate another KTable. However, the Kafka Streams DSL does provide a special function that converts a KTable representation into a KStream. All of these transformation methods can be chained together to compose a complex processor topology.

These transformation operations are described in the following subsections:

* [Stateless transformations](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-transformations-stateless)
* [Stateful transformations](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-transformations-stateful)

### Stateless transformations

Stateless transformations do not require state for processing and they do not require a state store associated with the stream processor. Kafka 0.11.0 and later allows you to materialize the result from a stateless KTable transformation. This allows the result to be queried through [Interactive Queries](https://docs.confluent.io/current/streams/developer-guide/interactive-queries.html#streams-developer-guide-interactive-queries). To materialize a KTable, each of the below stateless operations [can be augmented](https://docs.confluent.io/current/streams/developer-guide/interactive-queries.html#streams-developer-guide-interactive-queries-local-key-value-stores) with an optional queryableStoreName argument.

| **Transformation** | **Description** |
| --- | --- |
| **Branch**   * KStream → KStream[] | Branch (or split) a KStream based on the supplied predicates into one or more KStream instances. ([details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#branch-org.apache.kafka.streams.kstream.Predicate...-))  Predicates are evaluated in order. A record is placed to one and only one output stream on the first match: if the n-th predicate evaluates to true, the record is placed to n-th stream. If no predicate matches, the the record is dropped.  Branching is useful, for example, to route records to different downstream topics.  KStream**<**String, Long**>** stream **=** ...;  KStream**<**String, Long**>[]** branches **=** stream.branch(  (key, value) **->** key.startsWith("A"), */\* first predicate \*/*  (key, value) **->** key.startsWith("B"), */\* second predicate \*/*  (key, value) **->** **true** */\* third predicate \*/*  );  *// KStream branches[0] contains all records whose keys start with "A"*  *// KStream branches[1] contains all records whose keys start with "B"*  *// KStream branches[2] contains all other records*  *// Java 7 example: cf. `filter` for how to create `Predicate` instances* |
| **Filter**   * KStream → KStream * KTable → KTable | Evaluates a boolean function for each element and retains those for which the function returns true. ([KStream details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#filter-org.apache.kafka.streams.kstream.Predicate-), [KTable details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KTable.html#filter-org.apache.kafka.streams.kstream.Predicate-))  KStream**<**String, Long**>** stream **=** ...;  *// A filter that selects (keeps) only positive numbers*  *// Java 8+ example, using lambda expressions*  KStream**<**String, Long**>** onlyPositives **=** stream.filter((key, value) **->** value **>** 0);  *// Java 7 example*  KStream**<**String, Long**>** onlyPositives = stream.filter(  **new** Predicate**<**String, Long**>**() {  @Override  **public** **boolean** **test**(String key, Long value) {  **return** value **>** 0;  }  }); |
| **Inverse Filter**   * KStream → KStream * KTable → KTable | Evaluates a boolean function for each element and drops those for which the function returns true. ([KStream details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#filterNot-org.apache.kafka.streams.kstream.Predicate-), [KTable details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KTable.html#filterNot-org.apache.kafka.streams.kstream.Predicate-))  KStream**<**String, Long**>** stream **=** ...;  *// An inverse filter that discards any negative numbers or zero*  *// Java 8+ example, using lambda expressions*  KStream**<**String, Long**>** onlyPositives **=** stream.filterNot((key, value) **->** value **<=** 0);  *// Java 7 example*  KStream**<**String, Long**>** onlyPositives **=** stream.filterNot(  **new** Predicate**<**String, Long**>**() {  @Override  **public** **boolean** **test**(String key, Long value) {  **return** value **<=** 0;  }  }); |
| **FlatMap**   * KStream → KStream | Takes one record and produces zero, one, or more records. You can modify the record keys and values, including their types. ([details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#flatMap-org.apache.kafka.streams.kstream.KeyValueMapper-))  **Marks the stream for data re-partitioning:** Applying a grouping or a join after flatMap will result in re-partitioning of the records. If possible use flatMapValues instead, which will not cause data re-partitioning.  KStream**<**Long, String**>** stream **=** ...;  KStream**<**String, Integer**>** transformed **=** stream.flatMap(  *// Here, we generate two output records for each input record.*  *// We also change the key and value types.*  *// Example: (345L, "Hello") -> ("HELLO", 1000), ("hello", 9000)*  (key, value) **->** {  List**<**KeyValue**<**String, Integer**>>** result **=** **new** LinkedList**<>**();  result.add(KeyValue.pair(value.toUpperCase(), 1000));  result.add(KeyValue.pair(value.toLowerCase(), 9000));  **return** result;  }  );  *// Java 7 example: cf. `map` for how to create `KeyValueMapper` instances* |
| **FlatMap (values only)**   * KStream → KStream | Takes one record and produces zero, one, or more records, while retaining the key of the original record. You can modify the record values and the value type. ([details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#flatMapValues-org.apache.kafka.streams.kstream.ValueMapper-))  flatMapValues is preferable to flatMap because it will not cause data re-partitioning. However, you cannot modify the key or key type like flatMap does.  *// Split a sentence into words.*  KStream**<byte[]**, String**>** sentences **=** ...;  KStream**<byte[]**, String**>** words **=** sentences.flatMapValues(value **->** Arrays.asList(value.split("\\s+")));  *// Java 7 example: cf. `mapValues` for how to create `ValueMapper` instances* |
| **Foreach**   * KStream → void * KStream → void * KTable → void | **Terminal operation.** Performs a stateless action on each record. ([details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#foreach-org.apache.kafka.streams.kstream.ForeachAction-))  You would use foreach to cause *side effects* based on the input data (similar to peek) and then *stop* *further processing* of the input data (unlike peek, which is not a terminal operation).  **Note on processing guarantees:** Any side effects of an action (such as writing to external systems) are not trackable by Kafka, which means they will typically not benefit from Kafka’s processing guarantees.  KStream**<**String, Long**>** stream **=** ...;  *// Print the contents of the KStream to the local console.*  *// Java 8+ example, using lambda expressions*  stream.foreach((key, value) **->** System.out.println(key **+** " => " **+** value));  *// Java 7 example*  stream.foreach(  **new** ForeachAction**<**String, Long**>**() {  @Override  **public** **void** **apply**(String key, Long value) {  System.out.println(key **+** " => " **+** value);  }  }); |
| **GroupByKey**   * KStream → KGroupedStream | Groups the records by the existing key. ([details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#groupByKey--))  Grouping is a prerequisite for [aggregating a stream or a table](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-aggregating) and ensures that data is properly partitioned (“keyed”) for subsequent operations.  **When to set explicit SerDes:** Variants of groupByKey exist to override the configured default SerDes of your application, which **you** **must do** if the key and/or value types of the resulting KGroupedStream do not match the configured default SerDes.  Note  **Grouping vs. Windowing:** A related operation is [windowing](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-windowing), which lets you control how to “sub-group” the grouped records *of the same key* into so-called *windows* for stateful operations such as windowed [aggregations](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-aggregating) or windowed [joins](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-joins).  **Causes data re-partitioning if and only if the stream was marked for re-partitioning.** groupByKey is preferable to groupBy because it re-partitions data only if the stream was already marked for re-partitioning. However, groupByKey does not allow you to modify the key or key type like groupBy does.  KStream**<byte[]**, String**>** stream **=** ...;  *// Group by the existing key, using the application's configured*  *// default serdes for keys and values.*  KGroupedStream**<byte[]**, String**>** groupedStream **=** stream.groupByKey();  *// When the key and/or value types do not match the configured*  *// default serdes, we must explicitly specify serdes.*  KGroupedStream**<byte[]**, String**>** groupedStream **=** stream.groupByKey(  Grouped.with(  Serdes.ByteArray(), */\* key \*/*  Serdes.String()) */\* value \*/*  ); |
| **GroupBy**   * KStream → KGroupedStream * KTable → KGroupedTable | Groups the records by a *new* key, which may be of a different key type. When grouping a table, you may also specify a new value and value type. groupBy is a shorthand for selectKey(...).groupByKey(). ([KStream details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#groupBy-org.apache.kafka.streams.kstream.KeyValueMapper-), [KTable details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KTable.html#groupBy-org.apache.kafka.streams.kstream.KeyValueMapper-))  Grouping is a prerequisite for [aggregating a stream or a table](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-aggregating) and ensures that data is properly partitioned (“keyed”) for subsequent operations.  **When to set explicit SerDes:** Variants of groupBy exist to override the configured default SerDes of your application, which **you must** **do** if the key and/or value types of the resulting KGroupedStream or KGroupedTable do not match the configured default SerDes.  Note  **Grouping vs. Windowing:** A related operation is [windowing](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-windowing), which lets you control how to “sub-group” the grouped records *of the same key* into so-called *windows* for stateful operations such as windowed [aggregations](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-aggregating) or windowed [joins](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-joins).  **Always causes data re-partitioning:** groupBy always causes data re-partitioning. If possible use groupByKey instead, which will re-partition data only if required.  KStream**<byte[]**, String**>** stream **=** ...;  KTable**<byte[]**, String**>** table **=** ...;  *// Java 8+ examples, using lambda expressions*  *// Group the stream by a new key and key type*  KGroupedStream**<**String, String**>** groupedStream **=** stream.groupBy(  (key, value) **->** value,  Grouped.with(  Serdes.String(), */\* key (note: type was modified) \*/*  Serdes.String()) */\* value \*/*  );  *// Group the table by a new key and key type, and also modify the value and value type.*  KGroupedTable**<**String, Integer**>** groupedTable **=** table.groupBy(  (key, value) **->** KeyValue.pair(value, value.length()),  Grouped.with(  Serdes.String(), */\* key (note: type was modified) \*/*  Serdes.Integer()) */\* value (note: type was modified) \*/*  );  *// Java 7 examples*  *// Group the stream by a new key and key type*  KGroupedStream**<**String, String**>** groupedStream **=** stream.groupBy(  **new** KeyValueMapper**<byte[]**, String, String**>>**() {  @Override  **public** String **apply**(**byte[]** key, String value) {  **return** value;  }  },  Grouped.with(  Serdes.String(), */\* key (note: type was modified) \*/*  Serdes.String()) */\* value \*/*  );  *// Group the table by a new key and key type, and also modify the value and value type.*  KGroupedTable**<**String, Integer**>** groupedTable **=** table.groupBy(  **new** KeyValueMapper**<byte[]**, String, KeyValue**<**String, Integer**>>**() {  @Override  **public** KeyValue**<**String, Integer**>** **apply**(**byte[]** key, String value) {  **return** KeyValue.pair(value, value.length());  }  },  Grouped.with(  Serdes.String(), */\* key (note: type was modified) \*/*  Serdes.Integer()) */\* value (note: type was modified) \*/*  ); |
| **Map**   * KStream → KStream | Takes one record and produces one record. You can modify the record key and value, including their types. ([details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#map-org.apache.kafka.streams.kstream.KeyValueMapper-))  **Marks the stream for data re-partitioning:** Applying a grouping or a join after map will result in re-partitioning of the records. If possible use mapValues instead, which will not cause data re-partitioning.  KStream**<byte[]**, String**>** stream **=** ...;  *// Java 8+ example, using lambda expressions*  *// Note how we change the key and the key type (similar to `selectKey`)*  *// as well as the value and the value type.*  KStream**<**String, Integer**>** transformed **=** stream.map(  (key, value) **->** KeyValue.pair(value.toLowerCase(), value.length()));  *// Java 7 example*  KStream**<**String, Integer**>** transformed **=** stream.map(  **new** KeyValueMapper**<byte[]**, String, KeyValue**<**String, Integer**>>**() {  @Override  **public** KeyValue**<**String, Integer**>** **apply**(**byte[]** key, String value) {  **return** **new** KeyValue**<>**(value.toLowerCase(), value.length());  }  }); |
| **Map (values only)**   * KStream → KStream * KTable → KTable | Takes one record and produces one record, while retaining the key of the original record. You can modify the record value and the value type. ([KStream details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#mapValues-org.apache.kafka.streams.kstream.ValueMapper-), [KTable details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KTable.html#mapValues-org.apache.kafka.streams.kstream.ValueMapper-))  mapValues is preferable to map because it will not cause data re-partitioning. However, it does not allow you to modify the key or key type like map does. Note that it is possible though to get read-only access to the input record key if you use ValueMapperWithKey instead of ValueMapper.  KStream**<byte[]**, String**>** stream **=** ...;  *// Java 8+ example, using lambda expressions*  KStream**<byte[]**, String**>** uppercased **=** stream.mapValues(value **->** value.toUpperCase());  *// Java 7 example*  KStream**<byte[]**, String**>** uppercased **=** stream.mapValues(  **new** ValueMapper**<**String**>**() {  @Override  **public** String **apply**(String s) {  **return** s.toUpperCase();  }  }); |
| **Peek**   * KStream → KStream | Performs a stateless action on each record, and returns an unchanged stream. ([details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#peek-org.apache.kafka.streams.kstream.ForeachAction-))  You would use peek to cause *side effects* based on the input data (similar to foreach) and *continue* *processing* the input data (unlike foreach, which is a terminal operation). peek returns the input stream as-is; if you need to modify the input stream, use map or mapValues instead.  peek is helpful for use cases such as logging or tracking metrics or for debugging and troubleshooting.  **Note on processing guarantees:** Any side effects of an action (such as writing to external systems) are not trackable by Kafka, which means they will typically not benefit from Kafka’s processing guarantees.  KStream**<byte[]**, String**>** stream **=** ...;  *// Java 8+ example, using lambda expressions*  KStream**<byte[]**, String**>** unmodifiedStream **=** stream.peek(  (key, value) **->** System.out.println("key=" **+** key **+** ", value=" **+** value));  *// Java 7 example*  KStream**<byte[]**, String**>** unmodifiedStream **=** stream.peek(  **new** ForeachAction**<byte[]**, String**>**() {  @Override  **public** **void** **apply**(**byte[]** key, String value) {  System.out.println("key=" **+** key **+** ", value=" **+** value);  }  }); |
| **Print**   * KStream → void | **Terminal operation.** Prints the records to System.out or into a file. ([details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#print-org.apache.kafka.streams.kstream.Printed-))  Calling print(Printed.toSysOut()) is the same as calling foreach((key, value) -> System.out.println(key + ", " + value))  KStream**<byte[]**, String**>** stream **=** ...;  *// print to sysout*  stream.print(Printed.toSysOut());  *// print to file with a custom label*  stream.print(Printed.toFile("streams.out").withLabel("streams")); |
| **SelectKey**   * KStream → KStream | Assigns a new key – possibly of a new key type – to each record. ([details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#selectKey-org.apache.kafka.streams.kstream.KeyValueMapper-))  Calling selectKey(mapper) is the same as calling map((key, value) -> mapper(key, value), value).  **Marks the stream for data re-partitioning:** Applying a grouping or a join after selectKey will result in re-partitioning of the records.  KStream**<byte[]**, String**>** stream **=** ...;  *// Derive a new record key from the record's value. Note how the key type changes, too.*  *// Java 8+ example, using lambda expressions*  KStream**<**String, String**>** rekeyed **=** stream.selectKey((key, value) **->** value.split(" ")**[**0**]**)  *// Java 7 example*  KStream**<**String, String**>** rekeyed **=** stream.selectKey(  **new** KeyValueMapper**<byte[]**, String, String**>**() {  @Override  **public** String **apply**(**byte[]** key, String value) {  **return** value.split(" ")**[**0**]**;  }  }); |
| **Table to Stream**   * KTable → KStream | Get the changelog stream of this table. ([details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KTable.html#toStream--))  KTable**<byte[]**, String**>** table **=** ...;  *// Also, a variant of `toStream` exists that allows you*  *// to select a new key for the resulting stream.*  KStream**<byte[]**, String**>** stream **=** table.toStream(); |

### Stateful transformations

Stateful transformations depend on state for processing inputs and producing outputs and require a [state store](https://docs.confluent.io/current/streams/architecture.html#streams-architecture-state) associated with the stream processor. For example, in aggregating operations, a windowing state store is used to collect the latest aggregation results per window. In join operations, a windowing state store is used to collect all of the records received so far within the defined window boundary.

Note, that state stores are fault-tolerant. In case of failure, Kafka Streams guarantees to fully restore all state stores prior to resuming the processing. See [Fault Tolerance](https://docs.confluent.io/current/streams/architecture.html#streams-architecture-fault-tolerance) for further information.

Available stateful transformations in the DSL include:

* [Aggregating](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-aggregating)
* [Joining](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-joins)
* [Windowing](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-windowing) (as part of aggregations and joins)
* [Applying custom processors and transformers](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-process), which may be stateful, for Processor API integration

The following diagram shows their relationships:
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*Stateful transformations in the DSL.*

Here is an example of a stateful application: the WordCount algorithm.

WordCount example in Java 8+, using lambda expressions (see [WordCountLambdaIntegrationTest](https://github.com/confluentinc/kafka-streams-examples/tree/5.3.1-post/src/test/java/io/confluent/examples/streams/WordCountLambdaIntegrationTest.java) for the full code):

*// Assume the record values represent lines of text. For the sake of this example, you can ignore*

*// whatever may be stored in the record keys.*

KStream**<**String, String**>** textLines **=** ...;

KStream**<**String, Long**>** wordCounts **=** textLines

*// Split each text line, by whitespace, into words. The text lines are the record*

*// values, i.e. you can ignore whatever data is in the record keys and thus invoke*

*// `flatMapValues` instead of the more generic `flatMap`.*

.flatMapValues(value **->** Arrays.asList(value.toLowerCase().split("\\W+")))

*// Group the stream by word to ensure the key of the record is the word.*

.groupBy((key, word) **->** word)

*// Count the occurrences of each word (record key).*

*//*

*// This will change the stream type from `KGroupedStream<String, String>` to*

*// `KTable<String, Long>` (word -> count).*

.count()

*// Convert the `KTable<String, Long>` into a `KStream<String, Long>`.*

.toStream();

WordCount example in Java 7:

*// Code below is equivalent to the previous Java 8+ example above.*

KStream**<**String, String**>** textLines **=** ...;

KStream**<**String, Long**>** wordCounts **=** textLines

.flatMapValues(**new** ValueMapper**<**String, Iterable**<**String**>>**() {

@Override

**public** Iterable**<**String**>** **apply**(String value) {

**return** Arrays.asList(value.toLowerCase().split("\\W+"));

}

})

.groupBy(**new** KeyValueMapper**<**String, String, String**>**() {

@Override

**public** String **apply**(String key, String word) {

**return** word;

}

})

.count()

.toStream();

#### Aggregating

After records are [grouped](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-transformations-stateless) by key via groupByKey or groupBy – and thus represented as either a KGroupedStream or a KGroupedTable, they can be aggregated via an operation such as reduce. Aggregations are key-based operations, which means that they always operate over records (notably record values) of the same key. You can perform aggregations on [windowed](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-windowing) or non-windowed data.

**Important**

To support fault tolerance and avoid undesirable behavior, the initializer and aggregator must be stateless. The aggregation results should be passed in the return value of the initializer and aggregator. Do not use class member variables because that data can potentially get lost in case of failure.

| **Transformation** | **Description** |
| --- | --- |
| **Aggregate**   * KGroupedStream → KTable * KGroupedTable → KTable | **Rolling aggregation.** Aggregates the values of (non-windowed) records by the grouped key. Aggregating is a generalization of reduce and allows, for example, the aggregate value to have a different type than the input values. ([KGroupedStream details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KGroupedStream.html), [KGroupedTable details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KGroupedTable.html))  When aggregating a *grouped stream*, you must provide an initializer (e.g., aggValue = 0) and an “adder” aggregator (e.g., aggValue + curValue). When aggregating a *grouped table*, you must provide a “subtractor” aggregator (think: aggValue - oldValue).  Several variants of aggregate exist, see Javadocs for details.  KGroupedStream**<byte[]**, String**>** groupedStream **=** ...;  KGroupedTable**<byte[]**, String**>** groupedTable **=** ...;  *// Java 8+ examples, using lambda expressions*  *// Aggregating a KGroupedStream (note how the value type changes from String to Long)*  KTable**<byte[]**, Long**>** aggregatedStream **=** groupedStream.aggregate(  () **->** 0L, */\* initializer \*/*  (aggKey, newValue, aggValue) **->** aggValue **+** newValue.length(), */\* adder \*/*  Materialized.as("aggregated-stream-store") */\* state store name \*/*  .withValueSerde(Serdes.Long()); */\* serde for aggregate value \*/*  *// Aggregating a KGroupedTable (note how the value type changes from String to Long)*  KTable**<byte[]**, Long**>** aggregatedTable **=** groupedTable.aggregate(  () **->** 0L, */\* initializer \*/*  (aggKey, newValue, aggValue) **->** aggValue **+** newValue.length(), */\* adder \*/*  (aggKey, oldValue, aggValue) **->** aggValue **-** oldValue.length(), */\* subtractor \*/*  Materialized.as("aggregated-table-store") */\* state store name \*/*  .withValueSerde(Serdes.Long()) */\* serde for aggregate value \*/*  *// Java 7 examples*  *// Aggregating a KGroupedStream (note how the value type changes from String to Long)*  KTable**<byte[]**, Long**>** aggregatedStream **=** groupedStream.aggregate(  **new** Initializer**<**Long**>**() { */\* initializer \*/*  @Override  **public** Long **apply**() {  **return** 0L;  }  },  **new** Aggregator**<byte[]**, String, Long**>**() { */\* adder \*/*  @Override  **public** Long **apply**(**byte[]** aggKey, String newValue, Long aggValue) {  **return** aggValue **+** newValue.length();  }  },  Materialized.as("aggregated-stream-store")  .withValueSerde(Serdes.Long());  *// Aggregating a KGroupedTable (note how the value type changes from String to Long)*  KTable**<byte[]**, Long**>** aggregatedTable **=** groupedTable.aggregate(  **new** Initializer**<**Long**>**() { */\* initializer \*/*  @Override  **public** Long **apply**() {  **return** 0L;  }  },  **new** Aggregator**<byte[]**, String, Long**>**() { */\* adder \*/*  @Override  **public** Long **apply**(**byte[]** aggKey, String newValue, Long aggValue) {  **return** aggValue **+** newValue.length();  }  },  **new** Aggregator**<byte[]**, String, Long**>**() { */\* subtractor \*/*  @Override  **public** Long **apply**(**byte[]** aggKey, String oldValue, Long aggValue) {  **return** aggValue **-** oldValue.length();  }  },  Materialized.as("aggregated-stream-store")  .withValueSerde(Serdes.Long());  Detailed behavior of KGroupedStream:   * Input records with null keys are ignored. * When a record key is received for the first time, the initializer is called (and called before the adder). * Whenever a record with a non-null value is received, the adder is called.   Detailed behavior of KGroupedTable:   * Input records with null keys are ignored. * When a record key is received for the first time, the initializer is called (and called before the adder and subtractor). Note that, in contrast to KGroupedStream, over time the initializer may be called more than once for a key as a result of having received input tombstone records for that key (see below). * When the first non-null value is received for a key (e.g., INSERT), then only the adder is called. * When subsequent non-null values are received for a key (e.g., UPDATE), then (1) the subtractor is called with the old value as stored in the table and (2) the adder is called with the new value of the input record that was just received. The order of execution for the subtractor and adder is not defined. * When a tombstone record – i.e. a record with a null value – is received for a key (e.g., DELETE), then only the subtractor is called. Note that, whenever the subtractor returns a null value itself, then the corresponding key is removed from the resulting KTable. If that happens, any next input record for that key will trigger the initializer again.   See the example at the bottom of this section for a visualization of the aggregation semantics. |
| **Aggregate (windowed)**   * KGroupedStream → KTable | **Windowed aggregation.** Aggregates the values of records, [per window](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-windowing), by the grouped key. Aggregating is a generalization of reduce and allows, for example, the aggregate value to have a different type than the input values. ([TimeWindowedKStream details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/TimeWindowedKStream.html), [SessionWindowedKStream details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/SessionWindowedKStream.html))  You must provide an initializer (e.g., aggValue = 0), “adder” aggregator (e.g., aggValue + curValue), and a window. When windowing based on sessions, you must additionally provide a “session merger” aggregator (e.g., mergedAggValue = leftAggValue + rightAggValue).  The windowed aggregate turns a TimeWindowedKStream<K, V> or SessionWindowdKStream<K, V> into a windowed KTable<Windowed<K>, V>.  Several variants of aggregate exist, see Javadocs for details.  **import** java.time.Duration;  KGroupedStream**<**String, Long**>** groupedStream **=** ...;  *// Java 8+ examples, using lambda expressions*  *// Aggregating with time-based windowing (here: with 5-minute tumbling windows)*  KTable**<**Windowed**<**String**>**, Long**>** timeWindowedAggregatedStream **=** groupedStream.windowedBy(TimeWindows.of(Duration.ofMinutes(5)))  .aggregate(  () **->** 0L, */\* initializer \*/*  (aggKey, newValue, aggValue) **->** aggValue **+** newValue, */\* adder \*/*  Materialized.**<**String, Long, WindowStore**<**Bytes, **byte[]>>**as("time-windowed-aggregated-stream-store") */\* state store name \*/*  .withValueSerde(Serdes.Long())); */\* serde for aggregate value \*/*  *// Aggregating with session-based windowing (here: with an inactivity gap of 5 minutes)*  KTable**<**Windowed**<**String**>**, Long**>** sessionizedAggregatedStream **=** groupedStream.windowedBy(SessionWindows.with(Duration.ofMinutes(5)).  aggregate(  () **->** 0L, */\* initializer \*/*  (aggKey, newValue, aggValue) **->** aggValue **+** newValue, */\* adder \*/*  (aggKey, leftAggValue, rightAggValue) **->** leftAggValue **+** rightAggValue, */\* session merger \*/*  Materialized.**<**String, Long, SessionStore**<**Bytes, **byte[]>>**as("sessionized-aggregated-stream-store") */\* state store name \*/*  .withValueSerde(Serdes.Long())); */\* serde for aggregate value \*/*  *// Java 7 examples*  *// Aggregating with time-based windowing (here: with 5-minute tumbling windows)*  KTable**<**Windowed**<**String**>**, Long**>** timeWindowedAggregatedStream **=** groupedStream.windowedBy(TimeWindows.of(Duration.ofMinutes(5)))  .aggregate(  **new** Initializer**<**Long**>**() { */\* initializer \*/*  @Override  **public** Long **apply**() {  **return** 0L;  }  },  **new** Aggregator**<**String, Long, Long**>**() { */\* adder \*/*  @Override  **public** Long **apply**(String aggKey, Long newValue, Long aggValue) {  **return** aggValue **+** newValue;  }  },  Materialized.**<**String, Long, WindowStore**<**Bytes, **byte[]>>**as("time-windowed-aggregated-stream-store")  .withValueSerde(Serdes.Long()));  *// Aggregating with session-based windowing (here: with an inactivity gap of 5 minutes)*  KTable**<**Windowed**<**String**>**, Long**>** sessionizedAggregatedStream **=** groupedStream.windowedBy(SessionWindows.with(Duration.ofMinutes(5)).  aggregate(  **new** Initializer**<**Long**>**() { */\* initializer \*/*  @Override  **public** Long **apply**() {  **return** 0L;  }  },  **new** Aggregator**<**String, Long, Long**>**() { */\* adder \*/*  @Override  **public** Long **apply**(String aggKey, Long newValue, Long aggValue) {  **return** aggValue **+** newValue;  }  },  **new** Merger**<**String, Long**>**() { */\* session merger \*/*  @Override  **public** Long **apply**(String aggKey, Long leftAggValue, Long rightAggValue) {  **return** rightAggValue **+** leftAggValue;  }  },  Materialized.**<**String, Long, SessionStore**<**Bytes, **byte[]>>**as("sessionized-aggregated-stream-store")  .withValueSerde(Serdes.Long()));  Detailed behavior:   * The windowed aggregate behaves similar to the rolling aggregate described above. The additional twist is that the behavior applies *per window*. * Input records with null keys are ignored in general. * When a record key is received for the first time for a given window, the initializer is called (and called before the adder). * Whenever a record with a non-null value is received for a given window, the adder is called. (Note: As a result of a known bug in Kafka 0.11.0.0, the adder is currently also called for null values. You can work around this, for example, by manually filtering out null values prior to grouping the stream.) * When using session windows: the session merger is called whenever two sessions are being merged.   See the example at the bottom of this section for a visualization of the aggregation semantics. |
| **Count**   * KGroupedStream → KTable * KGroupedTable → KTable | **Rolling aggregation.** Counts the number of records by the grouped key. ([KGroupedStream details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KGroupedStream.html), [KGroupedTable details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KGroupedTable.html))  Several variants of count exist, see Javadocs for details.  KGroupedStream**<**String, Long**>** groupedStream **=** ...;  KGroupedTable**<**String, Long**>** groupedTable **=** ...;  *// Counting a KGroupedStream*  KTable**<**String, Long**>** aggregatedStream **=** groupedStream.count();  *// Counting a KGroupedTable*  KTable**<**String, Long**>** aggregatedTable **=** groupedTable.count();  Detailed behavior for KGroupedStream:   * Input records with null keys or values are ignored.   Detailed behavior for KGroupedTable:   * Input records with null keys are ignored. Records with null values are not ignored but interpreted as “tombstones” for the corresponding key, which indicate the deletion of the key from the table. |
| **Count (windowed)**   * KGroupedStream → KTable | **Windowed aggregation.** Counts the number of records, [per window](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-windowing), by the grouped key. ([TimeWindowedKStream details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/TimeWindowedKStream.html), [SessionWindowedKStream details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/SessionWindowedKStream.html))  The windowed count turns a TimeWindowedKStream<K, V> or SessionWindowedKStream<K, V> into a windowed KTable<Windowed<K>, V>.  Several variants of count exist, see Javadocs for details.  **import** java.time.Duration;  KGroupedStream**<**String, Long**>** groupedStream **=** ...;  *// Counting a KGroupedStream with time-based windowing (here: with 5-minute tumbling windows)*  KTable**<**Windowed**<**String**>**, Long**>** aggregatedStream **=** groupedStream.windowedBy(  TimeWindows.of(Duration.ofMinutes(5))) */\* time-based window \*/*  .count();  *// Counting a KGroupedStream with session-based windowing (here: with 5-minute inactivity gaps)*  KTable**<**Windowed**<**String**>**, Long**>** aggregatedStream **=** groupedStream.windowedBy(  SessionWindows.with(Duration.ofMinutes(5))) */\* session window \*/*  .count();  Detailed behavior:   * Input records with null keys or values are ignored. (Note: As a result of a known bug in Kafka 0.11.0.0, records with null values are not ignored yet. You can work around this, for example, by manually filtering out null values prior to grouping the stream.) |
| **Reduce**   * KGroupedStream → KTable * KGroupedTable → KTable | **Rolling aggregation.** Combines the values of (non-windowed) records by the grouped key. The current record value is combined with the last reduced value, and a new reduced value is returned. The result value type cannot be changed, unlike aggregate. ([KGroupedStream details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KGroupedStream.html), [KGroupedTable details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KGroupedTable.html))  When reducing a *grouped stream*, you must provide an “adder” reducer (e.g., aggValue + curValue). When reducing a *grouped table*, you must additionally provide a “subtractor” reducer (e.g., aggValue - oldValue).  Several variants of reduce exist, see Javadocs for details.  KGroupedStream**<**String, Long**>** groupedStream **=** ...;  KGroupedTable**<**String, Long**>** groupedTable **=** ...;  *// Java 8+ examples, using lambda expressions*  *// Reducing a KGroupedStream*  KTable**<**String, Long**>** aggregatedStream **=** groupedStream.reduce(  (aggValue, newValue) **->** aggValue **+** newValue */\* adder \*/*);  *// Reducing a KGroupedTable*  KTable**<**String, Long**>** aggregatedTable **=** groupedTable.reduce(  (aggValue, newValue) **->** aggValue **+** newValue, */\* adder \*/*  (aggValue, oldValue) **->** aggValue **-** oldValue */\* subtractor \*/*);  *// Java 7 examples*  *// Reducing a KGroupedStream*  KTable**<**String, Long**>** aggregatedStream **=** groupedStream.reduce(  **new** Reducer**<**Long**>**() { */\* adder \*/*  @Override  **public** Long **apply**(Long aggValue, Long newValue) {  **return** aggValue **+** newValue;  }  });  *// Reducing a KGroupedTable*  KTable**<**String, Long**>** aggregatedTable **=** groupedTable.reduce(  **new** Reducer**<**Long**>**() { */\* adder \*/*  @Override  **public** Long **apply**(Long aggValue, Long newValue) {  **return** aggValue **+** newValue;  }  },  **new** Reducer**<**Long**>**() { */\* subtractor \*/*  @Override  **public** Long **apply**(Long aggValue, Long oldValue) {  **return** aggValue **-** oldValue;  }  });  Detailed behavior for KGroupedStream:   * Input records with null keys are ignored in general. * When a record key is received for the first time, then the value of that record is used as the initial aggregate value. * Whenever a record with a non-null value is received, the adder is called.   Detailed behavior for KGroupedTable:   * Input records with null keys are ignored in general. * When a record key is received for the first time, then the value of that record is used as the initial aggregate value. Note that, in contrast to KGroupedStream, over time this initialization step may happen more than once for a key as a result of having received input tombstone records for that key (see below). * When the first non-null value is received for a key (e.g., INSERT), then only the adder is called. * When subsequent non-null values are received for a key (e.g., UPDATE), then (1) the subtractor is called with the old value as stored in the table and (2) the adder is called with the new value of the input record that was just received. The order of execution for the subtractor and adder is not defined. * When a tombstone record – i.e. a record with a null value – is received for a key (e.g., DELETE), then only the subtractor is called. Note that, whenever the subtractor returns a null value itself, then the corresponding key is removed from the resulting KTable. If that happens, any next input record for that key will re-initialize its aggregate value.   See the example at the bottom of this section for a visualization of the aggregation semantics. |
| **Reduce (windowed)**   * KGroupedStream → KTable | **Windowed aggregation.** Combines the values of records, [per window](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-windowing), by the grouped key. The current record value is combined with the last reduced value, and a new reduced value is returned. Records with null key or value are ignored. The result value type cannot be changed, unlike aggregate. ([TimeWindowedKStream details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/TimeWindowedKStream.html), [SessionWindowedKStream details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/SessionWindowedKStream.html))  The windowed reduce turns a turns a TimeWindowedKStream<K, V> or a SessionWindowedKStream<K, V> into a windowed KTable<Windowed<K>, V>.  Several variants of reduce exist, see Javadocs for details.  **import** java.time.Duration;  KGroupedStream**<**String, Long**>** groupedStream **=** ...;  *// Java 8+ examples, using lambda expressions*  *// Aggregating with time-based windowing (here: with 5-minute tumbling windows)*  KTable**<**Windowed**<**String**>**, Long**>** timeWindowedAggregatedStream **=** groupedStream.windowedBy(  TimeWindows.of(Duration.ofMinutes(5)) */\* time-based window \*/*)  .reduce(  (aggValue, newValue) **->** aggValue **+** newValue */\* adder \*/*  );  *// Aggregating with session-based windowing (here: with an inactivity gap of 5 minutes)*  KTable**<**Windowed**<**String**>**, Long**>** sessionzedAggregatedStream **=** groupedStream.windowedBy(  SessionWindows.with(Duration.ofMinutes(5))) */\* session window \*/*  .reduce(  (aggValue, newValue) **->** aggValue **+** newValue */\* adder \*/*  );  *// Java 7 examples*  *// Aggregating with time-based windowing (here: with 5-minute tumbling windows)*  KTable**<**Windowed**<**String**>**, Long**>** timeWindowedAggregatedStream **=** groupedStream.windowedBy(  TimeWindows.of(Duration.ofMinutes(5)) */\* time-based window \*/*)  .reduce(  **new** Reducer**<**Long**>**() { */\* adder \*/*  @Override  **public** Long **apply**(Long aggValue, Long newValue) {  **return** aggValue **+** newValue;  }  });  *// Aggregating with session-based windowing (here: with an inactivity gap of 5 minutes)*  KTable**<**Windowed**<**String**>**, Long**>** timeWindowedAggregatedStream **=** groupedStream.windowedBy(  SessionWindows.with(Duration.ofMinutes(5))) */\* session window \*/*  .reduce(  **new** Reducer**<**Long**>**() { */\* adder \*/*  @Override  **public** Long **apply**(Long aggValue, Long newValue) {  **return** aggValue **+** newValue;  }  });  Detailed behavior:   * The windowed reduce behaves similar to the rolling reduce described above. The additional twist is that the behavior applies *per window*. * Input records with null keys are ignored in general. * When a record key is received for the first time for a given window, then the value of that record is used as the initial aggregate value. * Whenever a record with a non-null value is received for a given window, the adder is called. (Note: As a result of a known bug in Kafka 0.11.0.0, the adder is currently also called for null values. You can work around this, for example, by manually filtering out null values prior to grouping the stream.)   See the example at the bottom of this section for a visualization of the aggregation semantics. |

**Example of semantics for stream aggregations:** A KGroupedStream → KTable example is shown below. The streams and the table are initially empty. Bold font is used in the column for “KTable aggregated” to highlight changed state. An entry such as (hello, 1) denotes a record with key hello and value 1. To improve the readability of the semantics table you can assume that all records are processed in timestamp order.

*// Key: word, value: count*

KStream**<**String, Integer**>** wordCounts **=** ...;

KGroupedStream**<**String, Integer**>** groupedStream **=** wordCounts

.groupByKey(Grouped.with(Serdes.String(), Serdes.Integer()));

KTable**<**String, Integer**>** aggregated **=** groupedStream.aggregate(

() **->** 0, */\* initializer \*/*

(aggKey, newValue, aggValue) **->** aggValue **+** newValue, */\* adder \*/*

Materialized.**<**String, Long, KeyValueStore**<**Bytes, **byte[]>**as("aggregated-stream-store" */\* state store name \*/*)

.withKeySerde(Serdes.String()) */\* key serde \*/*

.withValueSerde(Serdes.Integer()); */\* serde for aggregate value \*/*

**Note**

**Impact of record caches**: For illustration purposes, the column “KTable aggregated” below shows the table’s state changes over time in a very granular way. In practice, you would observe state changes in such a granular way only when [record caches](https://docs.confluent.io/current/streams/developer-guide/memory-mgmt.html#streams-developer-guide-memory-management-record-cache) are disabled (default: enabled). When record caches are enabled, what might happen for example is that the output results of the rows with timestamps 4 and 5 would be [compacted](https://docs.confluent.io/current/streams/developer-guide/memory-mgmt.html#streams-developer-guide-memory-management-record-cache), and there would only be a single state update for the key kafka in the KTable (here: from (kafka, 1) directly to (kafka, 3). Typically, you should only disable record caches for testing or debugging purposes – under normal circumstances it is better to leave record caches enabled.

|  | **KStream wordCounts** | | **KGroupedStream groupedStream** | | **KTable aggregated** |
| --- | --- | --- | --- | --- | --- |
| **Timestamp** | **Input record** | **Grouping** | **Initializer** | **Adder** | **State** |
| 1 | (hello, 1) | (hello, 1) | 0 (for hello) | (hello, 0 + 1) | **(hello, 1)** |
| 2 | (kafka, 1) | (kafka, 1) | 0 (for kafka) | (kafka, 0 + 1) | (hello, 1)  **(kafka, 1)** |
| 3 | (streams, 1) | (streams, 1) | 0 (for streams) | (streams, 0 + 1) | (hello, 1)  (kafka, 1)  **(streams, 1)** |
| 4 | (kafka, 1) | (kafka, 1) |  | (kafka, 1 + 1) | (hello, 1)  (kafka, **2**)  (streams, 1) |
| 5 | (kafka, 1) | (kafka, 1) |  | (kafka, 2 + 1) | (hello, 1)  (kafka, **3**)  (streams, 1) |
| 6 | (streams, 1) | (streams, 1) |  | (streams, 1 + 1) | (hello, 1)  (kafka, 3)  (streams, **2**) |

**Example of semantics for table aggregations:** A KGroupedTable → KTable example is shown below. The tables are initially empty. Bold font is used in the column for “KTable aggregated” to highlight changed state. An entry such as (hello, 1) denotes a record with key hello and value 1. To improve the readability of the semantics table you can assume that all records are processed in timestamp order.

*// Key: username, value: user region (abbreviated to "E" for "Europe", "A" for "Asia")*

KTable**<**String, String**>** userProfiles **=** ...;

*// Re-group `userProfiles`. Don't read too much into what the grouping does:*

*// its prime purpose in this example is to show the \*effects\* of the grouping*

*// in the subsequent aggregation.*

KGroupedTable**<**String, Integer**>** groupedTable **=** userProfiles

.groupBy((user, region) **->** KeyValue.pair(region, user.length()), Serdes.String(), Serdes.Integer());

KTable**<**String, Integer**>** aggregated **=** groupedTable.aggregate(

() **->** 0, */\* initializer \*/*

(aggKey, newValue, aggValue) **->** aggValue **+** newValue, */\* adder \*/*

(aggKey, oldValue, aggValue) **->** aggValue **-** oldValue, */\* subtractor \*/*

Materialized.**<**String, Long, KeyValueStore**<**Bytes, **byte[]>**as("aggregated-table-store" */\* state store name \*/*)

.withKeySerde(Serdes.String()) */\* key serde \*/*

.withValueSerde(Serdes.Integer()); */\* serde for aggregate value \*/*

**Note**

**Impact of record caches**: For illustration purposes, the column “KTable aggregated” below shows the table’s state changes over time in a very granular way. In practice, you would observe state changes in such a granular way only when [record caches](https://docs.confluent.io/current/streams/developer-guide/memory-mgmt.html#streams-developer-guide-memory-management-record-cache) are disabled (default: enabled). When record caches are enabled, what might happen for example is that the output results of the rows with timestamps 4 and 5 would be [compacted](https://docs.confluent.io/current/streams/developer-guide/memory-mgmt.html#streams-developer-guide-memory-management-record-cache), and there would only be a single state update for the key kafka in the KTable (here: from (kafka 1) directly to (kafka, 3). Typically, you should only disable record caches for testing or debugging purposes – under normal circumstances it is better to leave record caches enabled.

|  | **KTable userProfiles** | | | **KGroupedTable groupedTable** | | | **KTable aggregated** |
| --- | --- | --- | --- | --- | --- | --- | --- |
| **Timestamp** | **Input record** | **Interpreted as** | **Grouping** | **Initializer** | **Adder** | **Subtractor** | **State** |
| 1 | (alice, E) | INSERT alice | (E, 5) | 0 (for E) | (E, 0 + 5) |  | **(E, 5)** |
| 2 | (bob, A) | INSERT bob | (A, 3) | 0 (for A) | (A, 0 + 3) |  | **(A, 3)**  (E, 5) |
| 3 | (charlie, A) | INSERT charlie | (A, 7) |  | (A, 3 + 7) |  | (A, **10**)  (E, 5) |
| 4 | (alice, A) | UPDATE alice | (A, 5) |  | (A, 10 + 5) | (E, 5 - 5) | (A, **15**)  (E, **0**) |
| 5 | (charlie, null) | DELETE charlie | (null, 7) |  |  | (A, 15 - 7) | (A, **8**)  (E, 0) |
| 6 | (null, E) | *ignored* |  |  |  |  | (A, 8)  (E, 0) |
| 7 | (bob, E) | UPDATE bob | (E, 3) |  | (E, 0 + 3) | (A, 8 - 3) | (A, **5**)  (E, **3**) |

#### Joining

Streams and tables can also be joined. Many stream processing applications in practice are coded as streaming joins. For example, applications backing an online shop might need to access multiple, updating database tables (e.g. sales prices, inventory, customer information) in order to enrich a new data record (e.g. customer transaction) with context information. That is, scenarios where you need to perform table lookups at very large scale and with a low processing latency. Here, a popular pattern is to make the information in the databases available in Kafka through so-called *change data capture* in combination with [Kafka’s Connect API](https://docs.confluent.io/current/connect/index.html#kafka-connect), and then implementing applications that leverage the Streams API to perform [very fast and efficient local joins](https://www.confluent.io/blog/distributed-real-time-joins-and-aggregations-on-user-activity-events-using-kafka-streams/) of such tables and streams, rather than requiring the application to make a query to a remote database over the network for each record. In this example, the KTable concept in Kafka Streams would enable you to track the latest state (e.g., snapshot) of each table in a local state store, thus greatly reducing the processing latency as well as reducing the load of the remote databases when doing such streaming joins.

The following join operations are supported, see also the diagram in the [overview section](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-transformations-stateful-overview) of [Stateful Transformations](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-transformations-stateful). Depending on the operands, joins are either [windowed](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-windowing) joins or non-windowed joins.

| **Join operands** | **Type** | **(INNER) JOIN** | **LEFT JOIN** | **OUTER JOIN** | **Demo application** |
| --- | --- | --- | --- | --- | --- |
| KStream-to-KStream | Windowed | Supported | Supported | Supported | [StreamToStreamJoinIntegrationTest](https://github.com/confluentinc/kafka-streams-examples/tree/5.3.1-post/src/test/java/io/confluent/examples/streams/StreamToStreamJoinIntegrationTest.java) |
| KTable-to-KTable | Non-windowed | Supported | Supported | Supported | [TableToTableJoinIntegrationTest](https://github.com/confluentinc/kafka-streams-examples/tree/5.3.1-post/src/test/java/io/confluent/examples/streams/TableToTableJoinIntegrationTest.java) |
| KStream-to-KTable | Non-windowed | Supported | Supported | Not Supported | [StreamToTableJoinIntegrationTest](https://github.com/confluentinc/kafka-streams-examples/tree/5.3.1-post/src/test/java/io/confluent/examples/streams/StreamToTableJoinIntegrationTest.java) |
| KStream-to-GlobalKTable | Non-windowed | Supported | Supported | Not Supported | [GlobalKTablesExample](https://github.com/confluentinc/kafka-streams-examples/tree/5.3.1-post/src/main/java/io/confluent/examples/streams/GlobalKTablesExample.java) |
| KTable-to-GlobalKTable | N/A | Not Supported | Not Supported | Not Supported | N/A |

Each case is explained in more detail in the subsequent sections.

##### Join co-partitioning requirements

Input data must be co-partitioned when joining. This ensures that input records with the same key, from both sides of the join, are delivered to the same stream task during processing. **It is the responsibility of the user to ensure data co-partitioning when joining**.

**Tip**

If possible, consider using [global tables](https://docs.confluent.io/current/streams/concepts.html#streams-concepts-globalktable) (GlobalKTable) for joining because they do not require data co-partitioning.

The requirements for data co-partitioning are:

* The input topics of the join (left side and right side) must have the **same number of partitions**.
* All applications that *write* to the input topics must have the **same partitioning strategy** so that records with the same key are delivered to same partition number. In other words, the keyspace of the input data must be distributed across partitions in the same manner. This means that, for example, applications that use Kafka’s [Java Producer API](https://docs.confluent.io/current/clients/index.html#kafka-clients) must use the same partitioner (cf. the producer setting "partitioner.class" aka ProducerConfig.PARTITIONER\_CLASS\_CONFIG), and applications that use the Kafka’s Streams API must use the same StreamPartitioner for operations such as KStream#to(). The good news is that, if you happen to use the default partitioner-related settings across all applications, you do not need to worry about the partitioning strategy.

Why is data co-partitioning required? Because [KStream-KStream](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-joins-kstream-kstream), [KTable-KTable](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-joins-ktable-ktable), and [KStream-KTable](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-joins-kstream-ktable) joins are performed based on the keys of records (e.g., leftRecord.key == rightRecord.key), it is required that the input streams/tables of a join are co-partitioned by key.

The only exception are [KStream-GlobalKTable joins](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-joins-kstream-globalktable). Here, co-partitioning is it not required because *all* partitions of the GlobalKTable’s underlying changelog stream are made available to each KafkaStreams instance, i.e. each instance has a full copy of the changelog stream. Further, a KeyValueMapper allows for non-key based joins from the KStream to the GlobalKTable.

**Note**

**Kafka Streams partly verifies the co-partitioning requirement:** During the partition assignment step, i.e. at runtime, Kafka Streams verifies whether the number of partitions for both sides of a join are the same. If they are not, a TopologyBuilderException (runtime exception) is being thrown. Note that Kafka Streams cannot verify whether the partitioning strategy matches between the input streams/tables of a join – it is up to the user to ensure that this is the case.

**Ensuring data co-partitioning:** If the inputs of a join are not co-partitioned yet, you must ensure this manually. You may follow a procedure such as outlined below.

1. Identify the input KStream/KTable in the join whose underlying Kafka topic has the smaller number of partitions. Let’s call this stream/table “SMALLER”, and the other side of the join “LARGER”. To learn about the number of partitions of a Kafka topic you can use, for example, the CLI tool bin/kafka-topics with the --describe option.
2. Pre-create a new Kafka topic for “SMALLER” that has the same number of partitions as “LARGER”. Let’s call this new topic “repartitioned-topic-for-smaller”. Typically, you’d use the CLI tool bin/kafka-topics with the --create option for this.
3. Within your application, re-write the data of “SMALLER” into the new Kafka topic. You must ensure that, when writing the data with to or through, the same partitioner is used as for “LARGER”.
   * If “SMALLER” is a KStream: KStream#to("repartitioned-topic-for-smaller").
   * If “SMALLER” is a KTable: KTable#to("repartitioned-topic-for-smaller").
4. Within your application, re-read the data in “repartitioned-topic-for-smaller” into a new KStream/KTable.
   * If “SMALLER” is a KStream: StreamsBuilder#stream("repartitioned-topic-for-smaller").
   * If “SMALLER” is a KTable: StreamsBuilder#table("repartitioned-topic-for-smaller").
5. Within your application, perform the join between “LARGER” and the new stream/table.

##### KStream-KStream Join

KStream-KStream joins are always [windowed](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#windowing-sliding) joins, because otherwise the size of the internal state store used to perform the join – e.g., a [sliding window](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#windowing-sliding) or “buffer” – would grow indefinitely. For stream-stream joins it’s important to highlight that a new input record on one side will produce a join output *for each* matching record on the other side, and there can be *multiple* such matching records in a given join window (cf. the row with timestamp 15 in the join semantics table below, for example).

Join output records are effectively created as follows, leveraging the user-supplied ValueJoiner:

KeyValue**<**K, LV**>** leftRecord **=** ...;

KeyValue**<**K, RV**>** rightRecord **=** ...;

ValueJoiner**<**LV, RV, JV**>** joiner **=** ...;

KeyValue**<**K, JV**>** joinOutputRecord **=** KeyValue.pair(

leftRecord.key, */\* by definition, leftRecord.key == rightRecord.key \*/*

joiner.apply(leftRecord.value, rightRecord.value)

);

| **Transformation** | **Description** |
| --- | --- |
| **Inner Join (windowed)**   * (KStream, KStream) → KStream | Performs an INNER JOIN of this stream with another stream. Even though this operation is windowed, the joined stream will be of type KStream<K, ...> rather than KStream<Windowed<K>, ...>. [(details)](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#join-org.apache.kafka.streams.kstream.KStream-org.apache.kafka.streams.kstream.ValueJoiner-org.apache.kafka.streams.kstream.JoinWindows-)  **Data must be co-partitioned**: The input data for both sides must be [co-partitioned](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-joins-co-partitioning).  **Causes data re-partitioning of a stream if and only if the stream was marked for re-partitioning (if both are marked, both are re-partitioned).**  Several variants of join exists, see the Javadocs for details.  **import** java.time.Duration;  KStream**<**String, Long**>** left **=** ...;  KStream**<**String, Double**>** right **=** ...;  *// Java 8+ example, using lambda expressions*  KStream**<**String, String**>** joined **=** left.join(right,  (leftValue, rightValue) **->** "left=" **+** leftValue **+** ", right=" **+** rightValue, */\* ValueJoiner \*/*  JoinWindows.of(Duration.ofMinutes(5)),  Joined.with(  Serdes.String(), */\* key \*/*  Serdes.Long(), */\* left value \*/*  Serdes.Double()) */\* right value \*/*  );  *// Java 7 example*  KStream**<**String, String**>** joined **=** left.join(right,  **new** ValueJoiner**<**Long, Double, String**>**() {  @Override  **public** String **apply**(Long leftValue, Double rightValue) {  **return** "left=" **+** leftValue **+** ", right=" **+** rightValue;  }  },  JoinWindows.of(Duration.ofMinutes(5)),  Joined.with(  Serdes.String(), */\* key \*/*  Serdes.Long(), */\* left value \*/*  Serdes.Double()) */\* right value \*/*  );  Detailed behavior:   * The join is *key-based*, i.e. with the join predicate leftRecord.key == rightRecord.key, and *window-based*, i.e. two input records are joined if and only if their timestamps are “close” to each other as defined by the user-supplied JoinWindows, i.e. the window defines an additional join predicate over the record timestamps. * The join will be triggered under the conditions listed below whenever new input is received. When it is triggered, the user-supplied ValueJoiner will be called to produce join output records.   + Input records with a null key or a null value are ignored and do not trigger the join.   See the semantics overview at the bottom of this section for a detailed description. |
| **Left Join (windowed)**   * (KStream, KStream) → KStream | Performs a LEFT JOIN of this stream with another stream. Even though this operation is windowed, the joined stream will be of type KStream<K, ...> rather than KStream<Windowed<K>, ...>. [(details)](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#leftJoin-org.apache.kafka.streams.kstream.KStream-org.apache.kafka.streams.kstream.ValueJoiner-org.apache.kafka.streams.kstream.JoinWindows-)  **Data must be co-partitioned**: The input data for both sides must be [co-partitioned](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-joins-co-partitioning).  **Causes data re-partitioning of a stream if and only if the stream was marked for re-partitioning (if both are marked, both are re-partitioned).**  Several variants of leftJoin exists, see the Javadocs for details.  **import** java.time.Duration;  KStream**<**String, Long**>** left **=** ...;  KStream**<**String, Double**>** right **=** ...;  *// Java 8+ example, using lambda expressions*  KStream**<**String, String**>** joined **=** left.leftJoin(right,  (leftValue, rightValue) **->** "left=" **+** leftValue **+** ", right=" **+** rightValue, */\* ValueJoiner \*/*  JoinWindows.of(Duration.ofMinutes(5)),  Joined.with(  Serdes.String(), */\* key \*/*  Serdes.Long(), */\* left value \*/*  Serdes.Double()) */\* right value \*/*  );  *// Java 7 example*  KStream**<**String, String**>** joined **=** left.leftJoin(right,  **new** ValueJoiner**<**Long, Double, String**>**() {  @Override  **public** String **apply**(Long leftValue, Double rightValue) {  **return** "left=" **+** leftValue **+** ", right=" **+** rightValue;  }  },  JoinWindows.of(Duration.ofMinutes(5)),  Joined.with(  Serdes.String(), */\* key \*/*  Serdes.Long(), */\* left value \*/*  Serdes.Double()) */\* right value \*/*  );  Detailed behavior:   * The join is *key-based*, i.e. with the join predicate leftRecord.key == rightRecord.key, and *window-based*, i.e. two input records are joined if and only if their timestamps are “close” to each other as defined by the user-supplied JoinWindows, i.e. the window defines an additional join predicate over the record timestamps. * The join will be triggered under the conditions listed below whenever new input is received. When it is triggered, the user-supplied ValueJoiner will be called to produce join output records.   + Input records with a null key or a null value are ignored and do not trigger the join. * For each input record on the left side that does not have any match on the right side, the ValueJoiner will be called with ValueJoiner#apply(leftRecord.value, null); this explains the row with timestamp=3 in the table below, which lists [A, null] in the LEFT JOIN column.   See the semantics overview at the bottom of this section for a detailed description. |
| **Outer Join (windowed)**   * (KStream, KStream) → KStream | Performs an OUTER JOIN of this stream with another stream. Even though this operation is windowed, the joined stream will be of type KStream<K, ...> rather than KStream<Windowed<K>, ...>. [(details)](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#outerJoin-org.apache.kafka.streams.kstream.KStream-org.apache.kafka.streams.kstream.ValueJoiner-org.apache.kafka.streams.kstream.JoinWindows-)  **Data must be co-partitioned**: The input data for both sides must be [co-partitioned](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-joins-co-partitioning).  **Causes data re-partitioning of a stream if and only if the stream was marked for re-partitioning (if both are marked, both are re-partitioned).**  Several variants of outerJoin exists, see the Javadocs for details.  **import** java.time.Duration;  KStream**<**String, Long**>** left **=** ...;  KStream**<**String, Double**>** right **=** ...;  *// Java 8+ example, using lambda expressions*  KStream**<**String, String**>** joined **=** left.outerJoin(right,  (leftValue, rightValue) **->** "left=" **+** leftValue **+** ", right=" **+** rightValue, */\* ValueJoiner \*/*  JoinWindows.of(Duration.ofMinutes(5)),  Joined.with(  Serdes.String(), */\* key \*/*  Serdes.Long(), */\* left value \*/*  Serdes.Double()) */\* right value \*/*  );  *// Java 7 example*  KStream**<**String, String**>** joined **=** left.outerJoin(right,  **new** ValueJoiner**<**Long, Double, String**>**() {  @Override  **public** String **apply**(Long leftValue, Double rightValue) {  **return** "left=" **+** leftValue **+** ", right=" **+** rightValue;  }  },  JoinWindows.of(Duration.ofMinutes(5)),  Joined.with(  Serdes.String(), */\* key \*/*  Serdes.Long(), */\* left value \*/*  Serdes.Double()) */\* right value \*/*  );  Detailed behavior:   * The join is *key-based*, i.e. with the join predicate leftRecord.key == rightRecord.key, and *window-based*, i.e. two input records are joined if and only if their timestamps are “close” to each other as defined by the user-supplied JoinWindows, i.e. the window defines an additional join predicate over the record timestamps. * The join will be triggered under the conditions listed below whenever new input is received. When it is triggered, the user-supplied ValueJoiner will be called to produce join output records.   + Input records with a null key or a null value are ignored and do not trigger the join. * For each input record on one side that does not have any match on the other side, the ValueJoiner will be called with ValueJoiner#apply(leftRecord.value, null) or ValueJoiner#apply(null, rightRecord.value), respectively; this explains the row with timestamp=3 in the table below, which lists [A, null] in the OUTER JOIN column (unlike LEFT JOIN, [null, x] is possible, too, but no such example is shown in the table).   See the semantics overview at the bottom of this section for a detailed description. |

**Semantics of stream-stream joins:** The semantics of the various stream-stream join variants are explained below. To improve the readability of the table, assume that (1) all records have the same key (and thus the key in the table is omitted), (2) all records belong to a single join window, and (3) all records are processed in timestamp order. The columns INNER JOIN, LEFT JOIN, and OUTER JOIN denote what is passed as arguments to the user-supplied [ValueJoiner](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/ValueJoiner.html) for the join, leftJoin, and outerJoin methods, respectively, whenever a new input record is received on either side of the join. An empty table cell denotes that the ValueJoiner is not called at all.

| **Timestamp** | **Left (KStream)** | **Right (KStream)** | **(INNER) JOIN** | **LEFT JOIN** | **OUTER JOIN** |
| --- | --- | --- | --- | --- | --- |
| 1 | null |  |  |  |  |
| 2 |  | null |  |  |  |
| 3 | A |  |  | [A, null] | [A, null] |
| 4 |  | a | [A, a] | [A, a] | [A, a] |
| 5 | B |  | [B, a] | [B, a] | [B, a] |
| 6 |  | b | [A, b], [B, b] | [A, b], [B, b] | [A, b], [B, b] |
| 7 | null |  |  |  |  |
| 8 |  | null |  |  |  |
| 9 | C |  | [C, a], [C, b] | [C, a], [C, b] | [C, a], [C, b] |
| 10 |  | c | [A, c], [B, c], [C, c] | [A, c], [B, c], [C, c] | [A, c], [B, c], [C, c] |
| 11 |  | null |  |  |  |
| 12 | null |  |  |  |  |
| 13 |  | null |  |  |  |
| 14 |  | d | [A, d], [B, d], [C, d] | [A, d], [B, d], [C, d] | [A, d], [B, d], [C, d] |
| 15 | D |  | [D, a], [D, b], [D, c], [D, d] | [D, a], [D, b], [D, c], [D, d] | [D, a], [D, b], [D, c], [D, d] |

##### KTable-KTable Join

KTable-KTable joins are always *non-windowed* joins. They are designed to be consistent with their counterparts in relational databases. The changelog streams of both KTables are materialized into local state stores to represent the latest snapshot of their [table duals](https://docs.confluent.io/current/streams/concepts.html#streams-concepts-ktable). The join result is a new KTable that represents the changelog stream of the join operation.

Join output records are effectively created as follows, leveraging the user-supplied ValueJoiner:

KeyValue**<**K, LV**>** leftRecord **=** ...;

KeyValue**<**K, RV**>** rightRecord **=** ...;

ValueJoiner**<**LV, RV, JV**>** joiner **=** ...;

KeyValue**<**K, JV**>** joinOutputRecord **=** KeyValue.pair(

leftRecord.key, */\* by definition, leftRecord.key == rightRecord.key \*/*

joiner.apply(leftRecord.value, rightRecord.value)

);

| **Transformation** | **Description** |
| --- | --- |
| **Inner Join**   * (KTable, KTable) → KTable | Performs an INNER JOIN of this table with another table. The result is an ever-updating KTable that represents the “current” result of the join. [(details)](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KTable.html#join-org.apache.kafka.streams.kstream.KTable-org.apache.kafka.streams.kstream.ValueJoiner-)  **Data must be co-partitioned**: The input data for both sides must be [co-partitioned](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-joins-co-partitioning).  KTable**<**String, Long**>** left **=** ...;  KTable**<**String, Double**>** right **=** ...;  *// Java 8+ example, using lambda expressions*  KTable**<**String, String**>** joined **=** left.join(right,  (leftValue, rightValue) **->** "left=" **+** leftValue **+** ", right=" **+** rightValue */\* ValueJoiner \*/*  );  *// Java 7 example*  KTable**<**String, String**>** joined **=** left.join(right,  **new** ValueJoiner**<**Long, Double, String**>**() {  @Override  **public** String **apply**(Long leftValue, Double rightValue) {  **return** "left=" **+** leftValue **+** ", right=" **+** rightValue;  }  });  Detailed behavior:   * The join is *key-based*, i.e. with the join predicate leftRecord.key == rightRecord.key. * The join will be triggered under the conditions listed below whenever new input is received. When it is triggered, the user-supplied ValueJoiner will be called to produce join output records.   + Input records with a null key are ignored and do not trigger the join.   + Input records with a null value are interpreted as *tombstones* for the corresponding key, which indicate the deletion of the key from the table. Tombstones do not the join. When an input tombstone is received, then an output tombstone is forwarded directly to the join result KTable if required (i.e. only if the corresponding key actually exists already in the join result KTable).   See the semantics overview at the bottom of this section for a detailed description. |
| **Left Join**   * (KTable, KTable) → KTable | Performs a LEFT JOIN of this table with another table. [(details)](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KTable.html#leftJoin-org.apache.kafka.streams.kstream.KTable-org.apache.kafka.streams.kstream.ValueJoiner-)  **Data must be co-partitioned**: The input data for both sides must be [co-partitioned](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-joins-co-partitioning).  KTable**<**String, Long**>** left **=** ...;  KTable**<**String, Double**>** right **=** ...;  *// Java 8+ example, using lambda expressions*  KTable**<**String, String**>** joined **=** left.leftJoin(right,  (leftValue, rightValue) **->** "left=" **+** leftValue **+** ", right=" **+** rightValue */\* ValueJoiner \*/*  );  *// Java 7 example*  KTable**<**String, String**>** joined **=** left.leftJoin(right,  **new** ValueJoiner**<**Long, Double, String**>**() {  @Override  **public** String **apply**(Long leftValue, Double rightValue) {  **return** "left=" **+** leftValue **+** ", right=" **+** rightValue;  }  });  Detailed behavior:   * The join is *key-based*, i.e. with the join predicate leftRecord.key == rightRecord.key. * The join will be triggered under the conditions listed below whenever new input is received. When it is triggered, the user-supplied ValueJoiner will be called to produce join output records.   + Input records with a null key are ignored and do not trigger the join.   + Input records with a null value are interpreted as *tombstones* for the corresponding key, which indicate the deletion of the key from the table. Tombstones do not trigger the join. When an input tombstone is received, then an output tombstone is forwarded directly to the join result KTable if required (i.e. only if the corresponding key actually exists already in the join result KTable). * For each input record on the left side that does not have any match on the right side, the ValueJoiner will be called with ValueJoiner#apply(leftRecord.value, null); this explains the row with timestamp=3 in the table below, which lists [A, null] in the LEFT JOIN column.   See the semantics overview at the bottom of this section for a detailed description. |
| **Outer Join**   * (KTable, KTable) → KTable | Performs an OUTER JOIN of this table with another table. [(details)](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KTable.html#outerJoin-org.apache.kafka.streams.kstream.KTable-org.apache.kafka.streams.kstream.ValueJoiner-)  **Data must be co-partitioned**: The input data for both sides must be [co-partitioned](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-joins-co-partitioning).  KTable**<**String, Long**>** left **=** ...;  KTable**<**String, Double**>** right **=** ...;  *// Java 8+ example, using lambda expressions*  KTable**<**String, String**>** joined **=** left.outerJoin(right,  (leftValue, rightValue) **->** "left=" **+** leftValue **+** ", right=" **+** rightValue */\* ValueJoiner \*/*  );  *// Java 7 example*  KTable**<**String, String**>** joined **=** left.outerJoin(right,  **new** ValueJoiner**<**Long, Double, String**>**() {  @Override  **public** String **apply**(Long leftValue, Double rightValue) {  **return** "left=" **+** leftValue **+** ", right=" **+** rightValue;  }  });  Detailed behavior:   * The join is *key-based*, i.e. with the join predicate leftRecord.key == rightRecord.key. * The join will be triggered under the conditions listed below whenever new input is received. When it is triggered, the user-supplied ValueJoiner will be called to produce join output records.   + Input records with a null key are ignored and do not trigger the join.   + **Input records with a null value are interpreted as *tombstones* for the corresponding key, which indicate the deletion of the key from the table. Tombstones do not**   trigger the join. When an input tombstone is received, then an output tombstone is forwarded directly to the join result KTable if required (i.e. only if the corresponding key actually exists already in the join result KTable).   * For each input record on one side that does not have any match on the other side, the ValueJoiner will be called with ValueJoiner#apply(leftRecord.value, null) or ValueJoiner#apply(null, rightRecord.value), respectively; this explains the rows with timestamp=3 and timestamp=7 in the table below, which list [A, null] and [null, b], respectively, in the OUTER JOIN column.   See the semantics overview at the bottom of this section for a detailed description. |

**Semantics of table-table joins:** The semantics of the various table-table join variants are explained below. To improve the readability of the table, you can assume that (1) all records have the same key (and thus the key in the table is omitted) and that (2) all records are processed in timestamp order. The columns INNER JOIN, LEFT JOIN, and OUTER JOIN denote what is passed as arguments to the user-supplied [ValueJoiner](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/ValueJoiner.html) for the join, leftJoin, and outerJoin methods, respectively, whenever a new input record is received on either side of the join. An empty table cell denotes that the ValueJoiner is not called at all.

| **Timestamp** | **Left (KTable)** | **Right (KTable)** | **(INNER) JOIN** | **LEFT JOIN** | **OUTER JOIN** |
| --- | --- | --- | --- | --- | --- |
| 1 | null (tombstone) |  |  |  |  |
| 2 |  | null (tombstone) |  |  |  |
| 3 | A |  |  | [A, null] | [A, null] |
| 4 |  | a | [A, a] | [A, a] | [A, a] |
| 5 | B |  | [B, a] | [B, a] | [B, a] |
| 6 |  | b | [B, b] | [B, b] | [B, b] |
| 7 | null (tombstone) |  | null (tombstone) | null (tombstone) | [null, b] |
| 8 |  | null (tombstone) |  |  | null (tombstone) |
| 9 | C |  |  | [C, null] | [C, null] |
| 10 |  | c | [C, c] | [C, c] | [C, c] |
| 11 |  | null (tombstone) | null (tombstone) | [C, null] | [C, null] |
| 12 | null (tombstone) |  |  | null (tombstone) | null (tombstone) |
| 13 |  | null (tombstone) |  |  |  |
| 14 |  | d |  |  | [null, d] |
| 15 | D |  | [D, d] | [D, d] | [D, d] |

##### KStream-KTable Join

KStream-KTable joins are always *non-windowed* joins. They allow you to perform *table lookups* against a KTable (changelog stream) upon receiving a new record from the KStream (record stream). An example use case would be to enrich a stream of user activities (KStream) with the latest user profile information (KTable).

Join output records are effectively created as follows, leveraging the user-supplied ValueJoiner:

KeyValue**<**K, LV**>** leftRecord **=** ...;

KeyValue**<**K, RV**>** rightRecord **=** ...;

ValueJoiner**<**LV, RV, JV**>** joiner **=** ...;

KeyValue**<**K, JV**>** joinOutputRecord **=** KeyValue.pair(

leftRecord.key, */\* by definition, leftRecord.key == rightRecord.key \*/*

joiner.apply(leftRecord.value, rightRecord.value)

);

| **Transformation** | **Description** |
| --- | --- |
| **Inner Join**   * (KStream, KTable) → KStream | Performs an INNER JOIN of this stream with the table, effectively doing a table lookup. [(details)](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#join-org.apache.kafka.streams.kstream.KTable-org.apache.kafka.streams.kstream.ValueJoiner-)  **Data must be co-partitioned**: The input data for both sides must be [co-partitioned](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-joins-co-partitioning).  **Causes data re-partitioning of the stream if and only if the stream was marked for re-partitioning.**  Several variants of join exists, see the Javadocs for details.  KStream**<**String, Long**>** left **=** ...;  KTable**<**String, Double**>** right **=** ...;  *// Java 8+ example, using lambda expressions*  KStream**<**String, String**>** joined **=** left.join(right,  (leftValue, rightValue) **->** "left=" **+** leftValue **+** ", right=" **+** rightValue, */\* ValueJoiner \*/*  Joined.keySerde(Serdes.String()) */\* key \*/*  .withValueSerde(Serdes.Long()) */\* left value \*/*  );  *// Java 7 example*  KStream**<**String, String**>** joined **=** left.join(right,  **new** ValueJoiner**<**Long, Double, String**>**() {  @Override  **public** String **apply**(Long leftValue, Double rightValue) {  **return** "left=" **+** leftValue **+** ", right=" **+** rightValue;  }  },  Joined.keySerde(Serdes.String()) */\* key \*/*  .withValueSerde(Serdes.Long()) */\* left value \*/*  );  Detailed behavior:   * The join is *key-based*, i.e. with the join predicate leftRecord.key == rightRecord.key. * The join will be triggered under the conditions listed below whenever new input is received. When it is triggered, the user-supplied ValueJoiner will be called to produce join output records.   + Only input records for the left side (stream) trigger the join. Input records for the right side (table) update only the internal right-side join state.   + Input records for the stream with a null key or a null value are ignored and do not trigger the join.   + Input records for the table with a null value are interpreted as *tombstones* for the corresponding key, which indicate the deletion of the key from the table. Tombstones do not trigger the join.   See the semantics overview at the bottom of this section for a detailed description. |
| **Left Join**   * (KStream, KTable) → KStream | Performs a LEFT JOIN of this stream with the table, effectively doing a table lookup. [(details)](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#leftJoin-org.apache.kafka.streams.kstream.KTable-org.apache.kafka.streams.kstream.ValueJoiner-)  **Data must be co-partitioned**: The input data for both sides must be [co-partitioned](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-joins-co-partitioning).  **Causes data re-partitioning of the stream if and only if the stream was marked for re-partitioning.**  Several variants of leftJoin exists, see the Javadocs for details.  KStream**<**String, Long**>** left **=** ...;  KTable**<**String, Double**>** right **=** ...;  *// Java 8+ example, using lambda expressions*  KStream**<**String, String**>** joined **=** left.leftJoin(right,  (leftValue, rightValue) **->** "left=" **+** leftValue **+** ", right=" **+** rightValue, */\* ValueJoiner \*/*  Joined.keySerde(Serdes.String()) */\* key \*/*  .withValueSerde(Serdes.Long()) */\* left value \*/*  );  *// Java 7 example*  KStream**<**String, String**>** joined **=** left.leftJoin(right,  **new** ValueJoiner**<**Long, Double, String**>**() {  @Override  **public** String **apply**(Long leftValue, Double rightValue) {  **return** "left=" **+** leftValue **+** ", right=" **+** rightValue;  }  },  Joined.keySerde(Serdes.String()) */\* key \*/*  .withValueSerde(Serdes.Long()) */\* left value \*/*  );  Detailed behavior:   * The join is *key-based*, i.e. with the join predicate leftRecord.key == rightRecord.key. * The join will be triggered under the conditions listed below whenever new input is received. When it is triggered, the user-supplied ValueJoiner will be called to produce join output records.   + Only input records for the left side (stream) trigger the join. Input records for the right side (table) update only the internal right-side join state.   + Input records for the stream with a null key or a null value are ignored and do not trigger the join.   + **Input records for the table with a null value are interpreted as *tombstones* for the corresponding key, which indicate the deletion of the key from the table.**   Tombstones do not trigger the join.   * For each input record on the left side that does not have any match on the right side, the ValueJoiner will be called with ValueJoiner#apply(leftRecord.value, null); this explains the row with timestamp=3 in the table below, which lists [A, null] in the LEFT JOIN column.   See the semantics overview at the bottom of this section for a detailed description. |

**Semantics of stream-table joins:** The semantics of the various stream-table join variants are explained below. To improve the readability of the table we assume that (1) all records have the same key (and thus we omit the key in the table) and that (2) all records are processed in timestamp order. The columns INNER JOIN and LEFT JOIN denote what is passed as arguments to the user-supplied [ValueJoiner](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/ValueJoiner.html) for the join and leftJoin methods, respectively, whenever a new input record is received on either side of the join. An empty table cell denotes that the ValueJoiner is not called at all.

| **Timestamp** | **Left (KStream)** | **Right (KTable)** | **(INNER) JOIN** | **LEFT JOIN** |
| --- | --- | --- | --- | --- |
| 1 | null |  |  |  |
| 2 |  | null (tombstone) |  |  |
| 3 | A |  |  | [A, null] |
| 4 |  | a |  |  |
| 5 | B |  | [B, a] | [B, a] |
| 6 |  | b |  |  |
| 7 | null |  |  |  |
| 8 |  | null (tombstone) |  |  |
| 9 | C |  |  | [C, null] |
| 10 |  | c |  |  |
| 11 |  | null |  |  |
| 12 | null |  |  |  |
| 13 |  | null |  |  |
| 14 |  | d |  |  |
| 15 | D |  | [D, d] | [D, d] |

##### KStream-GlobalKTable Join

KStream-GlobalKTable joins are always *non-windowed* joins. They allow you to perform *table lookups* against a [GlobalKTable](https://docs.confluent.io/current/streams/concepts.html#streams-concepts-globalktable) (entire changelog stream) upon receiving a new record from the KStream (record stream). An example use case would be “star queries” or “star joins”, where you would enrich a stream of user activities (KStream) with the latest user profile information (GlobalKTable) and further context information (further GlobalKTables).

At a high-level, KStream-GlobalKTable joins are very similar to [KStream-KTable joins](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-joins-kstream-ktable). However, global tables provide you with much more flexibility at the [some expense](https://docs.confluent.io/current/streams/concepts.html#streams-concepts-globalktable) when compared to partitioned tables:

* They do not require [data co-partitioning](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-joins-co-partitioning).
* They allow for efficient “star joins”; i.e., joining a large-scale “facts” stream against “dimension” tables
* They allow for joining against foreign keys; i.e., you can lookup data in the table not just by the keys of records in the stream, but also by data in the record values.
* They make many use cases feasible where you must work on heavily skewed data and thus suffer from hot partitions.
* They are often more efficient than their partitioned KTable counterpart when you need to perform multiple joins in succession.

Join output records are effectively created as follows, leveraging the user-supplied ValueJoiner:

KeyValue**<**K, LV**>** leftRecord **=** ...;

KeyValue**<**K, RV**>** rightRecord **=** ...;

ValueJoiner**<**LV, RV, JV**>** joiner **=** ...;

KeyValue**<**K, JV**>** joinOutputRecord **=** KeyValue.pair(

leftRecord.key, */\* by definition, leftRecord.key == rightRecord.key \*/*

joiner.apply(leftRecord.value, rightRecord.value)

);

| **Transformation** | **Description** |
| --- | --- |
| **Inner Join**   * (KStream, GlobalKTable) → KStream | Performs an INNER JOIN of this stream with the global table, effectively doing a table lookup. [(details)](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#join-org.apache.kafka.streams.kstream.GlobalKTable-org.apache.kafka.streams.kstream.KeyValueMapper-org.apache.kafka.streams.kstream.ValueJoiner-)  The GlobalKTable is fully bootstrapped upon (re)start of a KafkaStreams instance, which means the table is fully populated with all the data in the underlying topic that is available at the time of the startup. The actual data processing begins only once the bootstrapping has completed.  **Causes data re-partitioning of the stream if and only if the stream was marked for re-partitioning.**  KStream**<**String, Long**>** left **=** ...;  GlobalKTable**<**Integer, Double**>** right **=** ...;  *// Java 8+ example, using lambda expressions*  KStream**<**String, String**>** joined **=** left.join(right,  (leftKey, leftValue) **->** leftKey.length(), */\* derive a (potentially) new key by which to lookup against the table \*/*  (leftValue, rightValue) **->** "left=" **+** leftValue **+** ", right=" **+** rightValue */\* ValueJoiner \*/*  );  *// Java 7 example*  KStream**<**String, String**>** joined **=** left.join(right,  **new** KeyValueMapper**<**String, Long, Integer**>**() { */\* derive a (potentially) new key by which to lookup against the table \*/*  @Override  **public** Integer **apply**(String key, Long value) {  **return** key.length();  }  },  **new** ValueJoiner**<**Long, Double, String**>**() {  @Override  **public** String **apply**(Long leftValue, Double rightValue) {  **return** "left=" **+** leftValue **+** ", right=" **+** rightValue;  }  });  Detailed behavior:   * The join is indirectly *key-based*, i.e. with the join predicate KeyValueMapper#apply(leftRecord.key, leftRecord.value) == rightRecord.key. * The join will be triggered under the conditions listed below whenever new input is received. When it is triggered, the user-supplied ValueJoiner will be called to produce join output records.   + Only input records for the left side (stream) trigger the join. Input records for the right side (table) update only the internal right-side join state.   + Input records for the stream with a null key or a null value are ignored and do not trigger the join.   + **Input records for the table with a null value are interpreted as *tombstones*, which indicate the deletion of a record key from the table. Tombstones do not trigger the**   join. |
| **Left Join**   * (KStream, GlobalKTable) → KStream | Performs a LEFT JOIN of this stream with the global table, effectively doing a table lookup. [(details)](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#leftJoin-org.apache.kafka.streams.kstream.GlobalKTable-org.apache.kafka.streams.kstream.KeyValueMapper-org.apache.kafka.streams.kstream.ValueJoiner-)  The GlobalKTable is fully bootstrapped upon (re)start of a KafkaStreams instance, which means the table is fully populated with all the data in the underlying topic that is available at the time of the startup. The actual data processing begins only once the bootstrapping has completed.  **Causes data re-partitioning of the stream if and only if the stream was marked for re-partitioning.**  KStream**<**String, Long**>** left **=** ...;  GlobalKTable**<**Integer, Double**>** right **=** ...;  *// Java 8+ example, using lambda expressions*  KStream**<**String, String**>** joined **=** left.leftJoin(right,  (leftKey, leftValue) **->** leftKey.length(), */\* derive a (potentially) new key by which to lookup against the table \*/*  (leftValue, rightValue) **->** "left=" **+** leftValue **+** ", right=" **+** rightValue */\* ValueJoiner \*/*  );  *// Java 7 example*  KStream**<**String, String**>** joined **=** left.leftJoin(right,  **new** KeyValueMapper**<**String, Long, Integer**>**() { */\* derive a (potentially) new key by which to lookup against the table \*/*  @Override  **public** Integer **apply**(String key, Long value) {  **return** key.length();  }  },  **new** ValueJoiner**<**Long, Double, String**>**() {  @Override  **public** String **apply**(Long leftValue, Double rightValue) {  **return** "left=" **+** leftValue **+** ", right=" **+** rightValue;  }  });  Detailed behavior:   * The join is indirectly *key-based*, i.e. with the join predicate KeyValueMapper#apply(leftRecord.key, leftRecord.value) == rightRecord.key. * The join will be triggered under the conditions listed below whenever new input is received. When it is triggered, the user-supplied ValueJoiner will be called to produce join output records.   + Only input records for the left side (stream) trigger the join. Input records for the right side (table) update only the internal right-side join state.   + Input records for the stream with a null key or a null value are ignored and do not trigger the join.   + Input records for the table with a null value are interpreted as *tombstones*, which indicate the deletion of a record key from the table. Tombstones do not trigger the join. * For each input record on the left side that does not have any match on the right side, the ValueJoiner will be called with ValueJoiner#apply(leftRecord.value, null). |

**Semantics of stream-table joins:** The join semantics are identical to [KStream-KTable joins](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-joins-kstream-ktable). The only difference is that, for KStream-GlobalKTable joins, the left input record is first “mapped” with a user-supplied KeyValueMapper into the table’s keyspace prior to the table lookup.

#### Windowing

Windowing lets you control how to group records that have the same key for stateful operations such as [aggregations](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-aggregating) or [joins](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-joins) into so-called windows. Windows are tracked per record key.

**Note**

A related operation is [grouping](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-transformations-stateless), which groups all records that have the same key to ensure that data is properly partitioned (“keyed”) for subsequent operations. Once grouped, windowing allows you to further sub-group the records of a key.

For example, in join operations, a windowing state store is used to store all the records received so far within the defined window boundary. In aggregating operations, a windowing state store is used to store the latest aggregation results per window. Old records in the state store are purged after the specified [window retention period](https://docs.confluent.io/current/streams/concepts.html#streams-concepts-windowing). Kafka Streams guarantees to keep a window for at least this specified time; the default value is one day and can be changed via Materialized#withRetention().

The DSL supports the following types of windows:

| **Window name** | **Behavior** | **Short description** |
| --- | --- | --- |
| [Tumbling time window](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#windowing-tumbling) | Time-based | Fixed-size, non-overlapping, gap-less windows |
| [Hopping time window](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#windowing-hopping) | Time-based | Fixed-size, overlapping windows |
| [Sliding time window](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#windowing-sliding) | Time-based | Fixed-size, overlapping windows that work on differences between record timestamps |
| [Session window](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#windowing-session) | Session-based | Dynamically-sized, non-overlapping, data-driven windows |

An example of implementing a [custom time window](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-custom-window-start-end-times) is provided at the end of this section.

##### Tumbling time windows

Tumbling time windows are a special case of hopping time windows and, like the latter, are windows based on time intervals. They model fixed-size, non-overlapping, gap-less windows. A tumbling window is defined by a single property: the window’s *size*. A tumbling window is a hopping window whose window size is equal to its advance interval. Since tumbling windows never overlap, a data record will belong to one and only one window.

[![../../_images/streams-time-windows-tumbling.png](data:image/png;base64,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)](https://docs.confluent.io/current/_images/streams-time-windows-tumbling.png)

*This diagram shows windowing a stream of data records with tumbling windows. Windows do not overlap because, by definition, the advance interval is identical to the window size. In this diagram the time numbers represent minutes; e.g. t=5 means “at the five-minute mark”. In reality, the unit of time in Kafka Streams is milliseconds, which means the time numbers would need to be multiplied with 60 \* 1,000 to convert from minutes to milliseconds (e.g. t=5 would become t=300,000).*

Tumbling time windows are *aligned to the epoch*, with the lower interval bound being inclusive and the upper bound being exclusive. “Aligned to the epoch” means that the first window starts at timestamp zero. For example, tumbling windows with a size of 5000ms have predictable window boundaries [0;5000),[5000;10000),... — and **not** [1000;6000),[6000;11000),... or even something “random” like [1452;6452),[6452;11452),....

The following code defines a tumbling window with a size of 5 minutes:

**import** java.time.Duration;

**import** org.apache.kafka.streams.kstream.TimeWindows;

*// A tumbling time window with a size of 5 minutes (and, by definition, an implicit*

*// advance interval of 5 minutes).*

Duration windowSizeMs **=** Duration.ofMinutes(5);

TimeWindows.of(windowSizeMs);

*// The above is equivalent to the following code:*

TimeWindows.of(windowSizeMs).advanceBy(windowSizeMs);

Counting example using tumbling windows:

*// Key (String) is user ID, value (Avro record) is the page view event for that user.*

*// Such a data stream is often called a "clickstream".*

KStream**<**String, GenericRecord**>** pageViews **=** ...;

*// Count page views per window, per user, with tumbling windows of size 5 minutes*

KTable**<**Windowed**<**String**>**, Long**>** windowedPageViewCounts **=** pageViews

.groupByKey(Grouped.with(Serdes.String(), genericAvroSerde))

.windowedBy(TimeWindows.of(Duration.ofMinutes(5)))

.count();

##### Hopping time windows

Hopping time windows are windows based on time intervals. They model fixed-sized, (possibly) overlapping windows. A hopping window is defined by two properties: the window’s *size* and its *advance interval* (aka “hop”). The advance interval specifies by how much a window moves forward relative to the previous one. For example, you can configure a hopping window with a size 5 minutes and an advance interval of 1 minute. Since hopping windows can overlap – and in general they do – a data record may belong to more than one such window.

**Note**

**Hopping windows vs. sliding windows:** Hopping windows are sometimes called “sliding windows” in other stream processing tools. Kafka Streams follows the terminology in academic literature, where the semantics of sliding windows are different to those of hopping windows.

The following code defines a hopping window with a size of 5 minutes and an advance interval of 1 minute:

**import** java.time.Duration;

**import** org.apache.kafka.streams.kstream.TimeWindows;

*// A hopping time window with a size of 5 minutes and an advance interval of 1 minute.*

*// The window's name -- the string parameter -- is used to e.g. name the backing state store.*

Duration windowSizeMs **=** Duration.ofMinutes(5);

Duration advanceMs **=** Duration.ofMinutes(1);

TimeWindows.of(windowSizeMs).advanceBy(advanceMs);

[![../../_images/streams-time-windows-hopping.png](data:image/png;base64,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)](https://docs.confluent.io/current/_images/streams-time-windows-hopping.png)

*This diagram shows windowing a stream of data records with hopping windows. In this diagram the time numbers represent minutes; e.g. t=5 means “at the five-minute mark”. In reality, the unit of time in Kafka Streams is milliseconds, which means the time numbers would need to be multiplied with 60 \* 1,000 to convert from minutes to milliseconds (e.g. t=5 would become t=300,000).*

Hopping time windows are *aligned to the epoch*, with the lower interval bound being inclusive and the upper bound being exclusive. “Aligned to the epoch” means that the first window starts at timestamp zero. For example, hopping windows with a size of 5000ms and an advance interval (“hop”) of 3000ms have predictable window boundaries [0;5000),[3000;8000),... — and **not** [1000;6000),[4000;9000),... or even something “random” like [1452;6452),[4452;9452),....

Counting example using hopping windows:

*// Key (String) is user ID, value (Avro record) is the page view event for that user.*

*// Such a data stream is often called a "clickstream".*

KStream**<**String, GenericRecord**>** pageViews **=** ...;

*// Count page views per window, per user, with hopping windows of size 5 minutes that advance every 1 minute*

KTable**<**Windowed**<**String**>**, Long**>** windowedPageViewCounts **=** pageViews

.groupByKey(Grouped.with(Serdes.String(), genericAvroSerde))

.windowedBy(TimeWindows.of(Duration.ofMinutes(5).advanceBy(Duration.ofMinutes(1))))

.count()

Unlike non-windowed aggregates that we have seen previously, windowed aggregates return a *windowed KTable* whose keys type is Windowed<K>. This is to differentiate aggregate values with the same key from different windows. The corresponding window instance and the embedded key can be retrieved as Windowed#window() and Windowed#key(), respectively.

##### Sliding time windows

Sliding windows are actually quite different from hopping and tumbling windows. In Kafka Streams, sliding windows are used only for [join operations](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-joins), and can be specified through the JoinWindows class.

A sliding window models a fixed-size window that slides continuously over the time axis; here, two data records are said to be included in the same window if (in the case of symmetric windows) the difference of their timestamps is within the window size. Thus, sliding windows are not aligned to the epoch, but to the data record timestamps. In contrast to hopping and tumbling windows, the lower and upper window time interval bounds of sliding windows are *both inclusive*.

##### Session Windows

Session windows are used to aggregate key-based events into so-called *sessions*, the process of which is referred to as *sessionization*. Sessions represent a **period of activity** separated by a defined **gap of inactivity** (or “idleness”). Any events processed that fall within the inactivity gap of any existing sessions are merged into the existing sessions. If an event falls outside of the session gap, then a new session will be created.

Session windows are different from the other window types in that:

* all windows are tracked independently across keys – e.g. windows of different keys typically have different start and end times
* their window sizes sizes vary – even windows for the same key typically have different sizes

The prime area of application for session windows is **user behavior analysis**. Session-based analyses can range from simple metrics (e.g. count of user visits on a news website or social platform) to more complex metrics (e.g. customer conversion funnel and event flows).

The following code defines a session window with an inactivity gap of 5 minutes:

**import** java.time.Duration;

**import** org.apache.kafka.streams.kstream.SessionWindows;

*// A session window with an inactivity gap of 5 minutes.*

SessionWindows.with(Duration.ofMinutes(5));

Given the previous session window example, here’s what would happen on an input stream of six records. When the first three records arrive (upper part of in the diagram below), we’d have three sessions (see lower part) after having processed those records: two for the green record key, with one session starting and ending at the 0-minute mark (only due to the illustration it looks as if the session goes from 0 to 1), and another starting and ending at the 6-minute mark; and one session for the blue record key, starting and ending at the 2-minute mark.
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*Detected sessions after having received three input records: two records for the green record key at t=0 and t=6, and one record for the blue record key at t=2. In this diagram the time numbers represent minutes; e.g. t=5 means “at the five-minute mark”. In reality, the unit of time in Kafka Streams is milliseconds, which means the time numbers would need to be multiplied with 60 \* 1,000 to convert from minutes to milliseconds (e.g. t=5 would become t=300,000).*

If we then receive three additional records (including two late-arriving records), what would happen is that the two existing sessions for the green record key will be merged into a single session starting at time 0 and ending at time 6, consisting of a total of three records. The existing session for the blue record key will be extended to end at time 5, consisting of a total of two records. And, finally, there will be a new session for the blue key starting and ending at time 11.
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*Detected sessions after having received six input records. Note the two late-arriving data records at t=4 (green) and t=5 (blue), which lead to a merge of sessions and an extension of a session, respectively.*

Counting example using session windows: Let’s say we want to analyze reader behavior on a news website such as the New York Times, given a session definition of “As long as a person views (clicks on) another page at least once every 5 minutes (= inactivity gap), we consider this to be a single visit and thus a single, contiguous reading session of that person.” What we want to compute off of this stream of input data is the number of page views per session.

*// Key (String) is user ID, value (Avro record) is the page view event for that user.*

*// Such a data stream is often called a "clickstream".*

KStream**<**String, GenericRecord**>** pageViews **=** ...;

*// Count page views per session, per user, with session windows that have an inactivity gap of 5 minutes*

KTable**<**Windowed**<**String**>**, Long**>** sessionizedPageViewCounts **=** pageViews

.groupByKey(Grouped.with(Serdes.String(), genericAvroSerde))

.windowedBy(SessionWindows.with(Duration.ofMinutes(5)))

.count();

##### Window Final Results

In Kafka Streams, windowed computations update their results continuously. As new data arrives for a window, freshly computed results are emitted downstream. For many applications, this is ideal, since fresh results are always available, and Kafka Streams is designed to make programming continuous computations seamless. However, some applications need to take action **only** on the final result of a windowed computation. Common examples of this are sending alerts or delivering results to a system that doesn’t support updates.

Suppose that you have an hourly windowed count of events per user. If you want to send an alert when a user has *less than* three events in an hour, you have a real challange. All users would match this condition at first, until they accrue enough events, so you can’t simply send an alert when someone matches the condition; you have to wait until you know you won’t see any more events for a particular window, and *then* send the alert.

Kafka Streams offers a clean way to define this logic: after defining your windowed computation, you can suppress the intermediate results, emitting the final count for each user when the window is **closed**.

For example:

KGroupedStream**<**UserId, Event**>** grouped **=** ...;

grouped

.windowedBy(TimeWindows.of(Duration.ofHours(1)).grace(Duration.ofMinutes(10)))

.count()

.suppress(Suppressed.untilWindowCloses(unbounded()))

.filter((windowedUserId, count) **->** count **<** 3)

.toStream()

.foreach((windowedUserId, count) **->** sendAlert(windowedUserId.window(), windowedUserId.key(), count));

The key parts of this program are:

**grace(Duration.ofMinutes(10))**

This allows us to bound the lateness of events the window will accept. For example, the 09:00 to 10:00 window will accept late-arriving records until 10:10, at which point, the window is **closed**.

**.suppress(Suppressed.untilWindowCloses(...))**

This configures the suppression operator to emit nothing for a window until it closes, and then emit the final result. For example, if user U gets 10 events between 09:00 and 10:10, the filter downstream of the suppression will get no events for the windowed key @09:00-10:00 until 10:10, and then it will get exactly one event with the value 10. This is the final result of the windowed count.

**unbounded()**

This configures the buffer used for storing events until their windows close. Production code is able to put a cap on the amount of memory to use for the buffer, but this simple example creates a buffer with no upper bound.

One thing to note is that suppression is just like any other Kafka Streams operator, so you can build a topology with two branches emerging from the count, one suppressed, and one not, or even multiple differently configured suppressions. This allows you to apply suppressions where they are needed and otherwise rely on the default continuous update behavior.

For more detailed information, see the JavaDoc on the Suppressed config object and [KIP-328](https://cwiki.apache.org/confluence/x/sQU0BQ).

##### Example: Custom Time Window

In addition to using the windows implementations provided with the Kafka Streams client library, you can extend the [Java Windows abstract class](https://github.com/apache/kafka/blob/trunk/streams/src/main/java/org/apache/kafka/streams/kstream/Windows.java) to create custom time windows to suit your use cases.

To view a custom implementation of a daily window starting every day at 6pm, refer to [streams/window example](https://github.com/confluentinc/kafka-streams-examples/tree/5.3.1-post/src/test/java/io/confluent/examples/streams/window/).

The example also shows a potential problem in dealing with time zones that have [daylight savings time](https://en.wikipedia.org/wiki/Daylight_saving_time).

### Applying processors and transformers (Processor API integration)

Beyond the aforementioned [stateless](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-transformations-stateless) and [stateful](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-transformations-stateless) transformations, you may also leverage the [Processor API](https://docs.confluent.io/current/streams/developer-guide/processor-api.html#streams-developer-guide-processor-api) from the DSL. There are a number of scenarios where this may be helpful:

* **Customization:** You need to implement special, customized logic that is not or not yet available in the DSL.
* **Combining ease-of-use with full flexibility where it’s needed:** Even though you generally prefer to use the expressiveness of the DSL, there are certain steps in your processing that require more flexibility and tinkering than the DSL provides. For example, only the Processor API provides access to a [record’s metadata](https://docs.confluent.io/current/streams/faq.html#streams-faq-processing-record-metadata) such as its topic, partition, and offset information. However, you don’t want to switch completely to the Processor API just because of that.
* **Migrating from other tools:** You are migrating from other stream processing technologies that provide an imperative API, and migrating some of your legacy code to the Processor API was faster and/or easier than to migrate completely to the DSL right away.

| **Transformation** | **Description** |
| --- | --- |
| **Process**   * KStream -> void | **Terminal operation.** Applies a Processor to each record. process() allows you to leverage the [Processor API](https://docs.confluent.io/current/streams/developer-guide/processor-api.html#streams-developer-guide-processor-api) from the DSL. ([details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#process-org.apache.kafka.streams.processor.ProcessorSupplier-java.lang.String...-))  This is essentially equivalent to adding the Processor via Topology#addProcessor() to your [processor topology](https://docs.confluent.io/current/streams/concepts.html#streams-concepts-processor-topology).  An example is available in the [javadocs](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#process-org.apache.kafka.streams.processor.ProcessorSupplier-java.lang.String...-). |
| **Transform**   * KStream -> KStream | Applies a Transformer to each record. transform() allows you to leverage the [Processor API](https://docs.confluent.io/current/streams/developer-guide/processor-api.html#streams-developer-guide-processor-api) from the DSL. ([details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#transform-org.apache.kafka.streams.kstream.TransformerSupplier-java.lang.String...-))  Each input record is transformed into zero, one, or more output records (similar to the stateless flatMap). The Transformer must return null for zero output. You can modify the record’s key and value, including their types.  **Marks the stream for data re-partitioning:** Applying a grouping or a join after transform will result in re-partitioning of the records. If possible use transformValues instead, which will not cause data re-partitioning.  transform is essentially equivalent to adding the Transformer via Topology#addProcessor() to your [processor topology](https://docs.confluent.io/current/streams/concepts.html#streams-concepts-processor-topology).  An example is available in the [javadocs](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#transform-org.apache.kafka.streams.kstream.TransformerSupplier-java.lang.String...-). Also, a full end-to-end demo is available at [MixAndMatchLambdaIntegrationTest](https://github.com/confluentinc/kafka-streams-examples/tree/5.3.1-post/src/test/java/io/confluent/examples/streams/MixAndMatchLambdaIntegrationTest.java). |
| **Transform (values only)**   * KStream -> KStream | Applies a ValueTransformer to each record, while retaining the key of the original record. transformValues() allows you to leverage the [Processor API](https://docs.confluent.io/current/streams/developer-guide/processor-api.html#streams-developer-guide-processor-api) from the DSL. ([details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#transformValues-org.apache.kafka.streams.kstream.ValueTransformerSupplier-java.lang.String...-))  Each input record is transformed into exactly one output record (zero output records or multiple output records are not possible). The ValueTransformer may return null as the new value for a record.  transformValues is preferable to transform because it will not cause data re-partitioning. It is also possible to get read-only access to the input record key if you use ValueTransformerWithKey (provided via ValueTransformerWithKeySupplier) instead.  transformValues is essentially equivalent to adding the ValueTransformer via Topology#addProcessor() to your [processor topology](https://docs.confluent.io/current/streams/concepts.html#streams-concepts-processor-topology).  An example is available in the [javadocs](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#transformValues-org.apache.kafka.streams.kstream.ValueTransformerSupplier-java.lang.String...-). |

The following example shows how to leverage, via the KStream#process() method, a custom Processor that sends an email notification whenever a page view count reaches a predefined threshold.

First, we need to implement a custom stream processor, PopularPageEmailAlert, that implements the Processor interface:

*// A processor that sends an alert message about a popular page to a configurable email address*

**public** **class** **PopularPageEmailAlert** **implements** Processor**<**PageId, Long**>** {

**private** **final** String emailAddress;

**private** ProcessorContext context;

**public** **PopularPageEmailAlert**(String emailAddress) {

**this**.emailAddress **=** emailAddress;

}

@Override

**public** **void** **init**(ProcessorContext context) {

**this**.context **=** context;

*// Here you would perform any additional initializations such as setting up an email client.*

}

@Override

**void** **process**(PageId pageId, Long count) {

*// Here you would format and send the alert email.*

*//*

*// In this specific example, you would be able to include information about the page's ID and its view count*

*// (because the class implements `Processor<PageId, Long>`).*

}

@Override

**void** **close**() {

*// Any code for clean up would go here. This processor instance will not be used again after this call.*

}

}

**Tip**

Even though we do not demonstrate it in this example, a stream processor can access any available state stores by calling ProcessorContext#getStateStore(). Only such state stores are available that (1) have been named in the corresponding KStream#process() method call (note that this is a different method than Processor#process()), plus (2) all global stores. Note that global stores do not need to be attached explicitly; however, they only allow for read-only access.

Then we can leverage the PopularPageEmailAlert processor in the DSL via KStream#process.

In Java 8+, using lambda expressions:

KStream**<**String, GenericRecord**>** pageViews **=** ...;

*// Send an email notification when the view count of a page reaches one thousand.*

pageViews.groupByKey()

.count()

.filter((PageId pageId, Long viewCount) **->** viewCount **==** 1000)

*// PopularPageEmailAlert is your custom processor that implements the*

*// `Processor` interface, see above.*

.process(() **->** **new** PopularPageEmailAlert("alerts@yourcompany.com"));

In Java 7:

*// Send an email notification when the view count of a page reaches one thousand.*

pageViews.groupByKey().

.count()

.filter(

**new** Predicate**<**PageId, Long**>**() {

**public** **boolean** **test**(PageId pageId, Long viewCount) {

**return** viewCount **==** 1000;

}

})

.process(

**new** ProcessorSupplier**<**PageId, Long**>**() {

**public** Processor**<**PageId, Long**>** **get**() {

*// PopularPageEmailAlert is your custom processor that implements*

*// the `Processor` interface, see above.*

**return** **new** PopularPageEmailAlert("alerts@yourcompany.com");

}

});

## Controlling KTable emit rate

A KTable is logically a continuously updated table. These updates make their way to downstream operators whenever new data is available, ensuring that the whole computation is as fresh as possible. Most programs describe a series of logical transformations, and the update rate is not a factor in the program behavior.

In these cases, the rate of update is a performance concern, which is best addressed directly via the relevant configurations.

However, for some applications, the rate of update itself is an important semantic property.

Rather than achieving this as a side-effect of the [record caches](https://docs.confluent.io/current/streams/developer-guide/memory-mgmt.html#streams-developer-guide-memory-management-record-cache), you can directly impose a rate limit via the KTable#suppress operator.

For example:

KGroupedTable**<**String, String**>** groupedTable **=** ...;

groupedTable

.count()

.suppress(untilTimeLimit(Duration.ofMinutes(5), maxBytes(1\_000\_000L).emitEarlyWhenFull()))

.toStream();

This configuration ensures that, downstream of suppress, each key is updated no more than once every 5 minutes (in stream time, not wall-clock time).

Note that the latest state for each key has to be buffered in memory for that 5-minute period. You have the option to control the maximum amount of memory to use for this buffer (in this case, 1MB). There is also an option to impose a limit in terms of number of records or to leave both limits unspecified.

Additionally, it is possible to choose what happens if the buffer fills up. This example takes a relaxed approach and just emits the oldest records before their 5-minute time limit to bring the buffer back down to size. Alternatively, you can choose to stop processing and shut the application down. This may seem extreme, but it gives you a guarantee that the 5-minute time limit will be absolutely enforced. After the application shuts down, you could allocate more memory for the buffer and resume processing. Emitting early is preferable for most applications.

For more detailed information, see the JavaDoc on the Suppressed config object and [KIP-328](https://cwiki.apache.org/confluence/x/sQU0BQ).

## Writing streams back to Kafka

Any streams and tables may be (continuously) written back to a Kafka topic. As we will describe in more detail below, the output data might be re-partitioned on its way to Kafka, depending on the situation.

| **Writing to Kafka | Description** | |
| --- | --- |
| **To**   * KStream -> void | **Terminal operation.** Write the records to Kafka topic(s). ([KStream details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#to(java.lang.String)))  When to provide serdes explicitly:   * If you do not specify SerDes explicitly, the default SerDes from the [configuration](https://docs.confluent.io/current/streams/developer-guide/config-streams.html#streams-developer-guide-configuration) are used. * You **must specify SerDes explicitly** via the Produced class if the key and/or value types of the KStream do not match the configured default SerDes. * See [Data Types and Serialization](https://docs.confluent.io/current/streams/developer-guide/datatypes.html#streams-developer-guide-serdes) for information about configuring default SerDes, available SerDes, and implementing your own custom SerDes.   A variant of to exists that enables you to specify how the data is produced by using a Produced instance to specify, for example, a StreamPartitioner that gives you control over how output records are distributed across the partitions of the output topic.  Another variant of to enables you to dynamically choose which topic to send to for each record via a TopicNameExtractor instance.  KStream**<**String, Long**>** stream **=** ...;  KTable**<**String, Long**>** table **=** ...;  *// Write the stream to the output topic, using the configured default key*  *// and value serdes of your `StreamsConfig`.*  stream.to("my-stream-output-topic");  *// Write the stream to the output topic, using explicit key and value serdes,*  *// (thus overriding the defaults of your `StreamsConfig`).*  stream.to("my-stream-output-topic", Produced.with(Serdes.String(), Serdes.Long());  *// Write the stream to the output topics, the topic name is dynamically deteremined for*  *// each record; also using explicit stream partitioner to determine which partition*  *// of the topic to send to*  stream.to(  (key, value, recordContext) **->** *// topicNameExtractor*  **if** (myPattern.matcher(key).matches) {  "special-stream-output-topic"  } **else** {  "normal-stream-output-topic"  },  Produced.streamPartitioner(  (topic, key, value, numPartitions) **->**  **if** (topic.equals("special-stream-output-topic")) {  specialHash(key, value, numPartitions)  } **else** {  md5Hash(key, value, numPartitions)  }  )  );  **Causes data re-partitioning if any of the following conditions is true:**   1. If the output topic has a different number of partitions than the stream/table. 2. If the KStream was marked for re-partitioning. 3. If you provide a custom StreamPartitioner to explicitly control how to distribute the output records across the partitions of the output topic. 4. If the key of an output record is null. |
| **Through**   * KStream -> KStream * KTable -> KTable | Write the records to a Kafka topic and create a new stream/table from that topic. Essentially a shorthand for KStream#to() followed by StreamsBuilder#stream(), same for tables. ([KStream details](https://docs.confluent.io/current/streams/javadocs/org/apache/kafka/streams/kstream/KStream.html#through(java.lang.String)))  When to provide SerDes explicitly:   * If you do not specify SerDes explicitly, the default SerDes from the [configuration](https://docs.confluent.io/current/streams/developer-guide/config-streams.html#streams-developer-guide-configuration) are used. * You **must specify SerDes explicitly** if the key and/or value types of the KStream or KTable do not match the configured default SerDes. * See [Data Types and Serialization](https://docs.confluent.io/current/streams/developer-guide/datatypes.html#streams-developer-guide-serdes) for information about configuring default SerDes, available SerDes, and implementing your own custom SerDes.   A variant of through exists that enables you to specify how the data is produced by using a Produced instance to specify, for example, a StreamPartitioner that gives you control over how output records are distributed across the partitions of the output topic.  StreamsBuilder builder **=** ...;  KStream**<**String, Long**>** stream **=** ...;  KTable**<**String, Long**>** table **=** ...;  *// Variant 1: Imagine that your application needs to continue reading and processing*  *// the records after they have been written to a topic via ``to()``. Here, one option*  *// is to write to an output topic, then read from the same topic by constructing a*  *// new stream from it, and then begin processing it (here: via `map`, for example).*  stream.to("my-stream-output-topic");  KStream**<**String, Long**>** newStream **=** builder.stream("my-stream-output-topic").map(...);  *// Variant 2 (better): Since the above is a common pattern, the DSL provides the*  *// convenience method ``through`` that is equivalent to the code above.*  *// Note that you may need to specify key and value serdes explicitly, which is*  *// not shown in this simple example.*  KStream**<**String, Long**>** newStream **=** stream.through("user-clicks-topic").map(...);  **Causes data re-partitioning if any of the following conditions is true:**   1. If the output topic has a different number of partitions than the stream/table. 2. If the KStream was marked for re-partitioning. 3. If you provide a custom StreamPartitioner to explicitly control how to distribute the output records across the partitions of the output topic. 4. If the key of an output record is null. |

**Note**

**When you want to write to systems other than Kafka:** Besides writing the data back to Kafka, you can also apply a [custom processor](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-process) as a stream sink at the end of the processing to, for example, write to external databases. First, doing so is not a recommended pattern – we strongly suggest to use the [Kafka Connect API](https://docs.confluent.io/current/connect/index.html#kafka-connect) instead. However, if you do use such a sink processor, please be aware that it is now your responsibility to guarantee message delivery semantics when talking to such external systems (e.g., to retry on delivery failure or to prevent message duplication).

## Kafka Streams DSL for Scala

Kafka Streams provides a Scala wrapper for the Java API to provide:

1. Better type inference in Scala.
2. Less boilerplate in application code.
3. The usual builder-style composition that developers get with the original Java API.
4. Implicit serializers and de-serializers leading to better abstraction and less verbosity.
5. Better type safety during compile time.

All functionality provided by Kafka Streams DSL for Scala are under the root package name of org.apache.kafka.streams.scala.

Many of the public facing types from the Java API are wrapped. The following Scala abstractions are available to the user:

* org.apache.kafka.streams.scala.StreamsBuilder
* org.apache.kafka.streams.scala.kstream.KStream
* org.apache.kafka.streams.scala.kstream.KTable
* org.apache.kafka.streams.scala.kstream.KGroupedStream
* org.apache.kafka.streams.scala.kstream.KGroupedTable
* org.apache.kafka.streams.scala.kstream.SessionWindowedKStream
* org.apache.kafka.streams.scala.kstream.TimeWindowedKStream

The library also has several utility abstractions and modules that the user needs to use for proper semantics.

* org.apache.kafka.streams.scala.ImplicitConversions: Class that brings into scope the implicit conversions between the Scala and Java classes.
* org.apache.kafka.streams.scala.Serdes: Class that contains core SerDes that can be imported as implicits and a helper to create custom SerDes. (see [Implicit SerDes](https://docs.confluent.io/current/streams/developer-guide/dsl-api.html#streams-developer-guide-dsl-scala-implicit-serdes))

The library is cross-built with several Scala versions. To reference the library compiled against Scala 2.12, add the following in your maven pom.xml:

<dependency>

<groupId>org.apache.kafka</groupId>

<artifactId>kafka-streams-scala\_2.12</artifactId>

<version>2.3.0</version>

</dependency>

When using SBT then you can reference the correct library using the following:

libraryDependencies += "org.apache.kafka" %% "kafka-streams-scala" % "2.3.0"

### Sample Usage

The library works by wrapping the original Java abstractions of Kafka Streams within a Scala wrapper object. All the Scala abstractions are named identically as the corresponding Java abstraction, but they reside in a different package of the library. For example, the Scala class org.apache.kafka.streams.scala.StreamsBuilder is a wrapper around org.apache.kafka.streams.StreamsBuilder, org.apache.kafka.streams.scala.kstream.KStream is a wrapper around org.apache.kafka.streams.kstream.KStream, and so on.

The net result is that the following code is structured just like using the Java API, but with fewer type annotations compared to using the Java API directly from Scala. The difference in type annotation usage is more obvious when given an example.

Here’s an example of the classic WordCount program that uses the Scala StreamsBuilder that builds an instance of KStream which is a wrapper around Java KStream. Then we convert to a table and get a KTable, which, again is a wrapper around Java KTable.

**import** java.time.Duration

**import** java.util.Properties

**import** org.apache.kafka.streams.kstream.Materialized

**import** org.apache.kafka.streams.scala.ImplicitConversions.\_

**import** org.apache.kafka.streams.scala.\_

**import** org.apache.kafka.streams.scala.kstream.\_

**import** org.apache.kafka.streams.**{KafkaStreams,** **StreamsConfig}**

**object** **WordCountApplication** **extends** **App** **{**

**import** Serdes.\_

**val** props**:** **Properties** **=** **{**

**val** p **=** **new** **Properties()**

p**.**put**(StreamsConfig.APPLICATION\_ID\_CONFIG,** "wordcount-application"**)**

p**.**put**(StreamsConfig.BOOTSTRAP\_SERVERS\_CONFIG,** "kafka-broker1:9092"**)**

p

**}**

**val** builder**:** **StreamsBuilder** **=** **new** **StreamsBuilder**

**val** textLines**:** **KStream[String**, **String]** **=** builder**.**stream**[String**, **String](**"TextLinesTopic"**)**

**val** wordCounts**:** **KTable[String**, **Long]** **=** textLines

**.**flatMapValues**(**textLine **=>** textLine**.**toLowerCase**.**split**(**"\\W+"**))**

**.**groupBy**((\_,** word**)** **=>** word**)**

**.**count**(Materialized.**as**(**"counts-store"**))**

wordCounts**.**toStream**.**to**(**"WordsWithCountsTopic"**)**

**val** streams**:** **KafkaStreams** **=** **new** **KafkaStreams(**builder**.**build**(),** props**)**

streams**.**start**()**

sys**.ShutdownHookThread** **{**

streams**.**close**(Duration.**ofSeconds**(**10**))**

**}**

**}**

In the above code snippet, we don’t have to provide any SerDes, Grouped, Produced, Consumed or Joined explicitly. They will also not be dependent on any SerDes specified in the config. **In fact all SerDes specified in the config will be ignored by the Scala APIs**. All SerDes and Grouped, Produced, Consumed or Joined will be handled through implicit SerDes as discussed later in the [Implicit SerDes](https://docs.confluent.io/current/streams/developer-guide/streams_developer-guide_dsl_scala_implicit_serdes) section. The complete independence from configuration based SerDes is what makes this library completely typesafe. Any missing instances of SerDes, Grouped, Produced, Consumed or Joined will be flagged as a compile time error.

### Implicit SerDes

The library uses the power of [Scala implicit parameters](https://docs.scala-lang.org/tour/implicit-parameters.html) to avoid repetitively having to specify SerDes throughout the topology. As a user you can provide implicit SerDes or implicit values of Grouped, Produced, Consumed or Joined once and make your code less verbose.

The library also bundles all implicit SerDes of the commonly used types in org.apache.kafka.streams.scala.Serdes. Importing this class’s members removes the need to specify serdes for any standard data type.

Here’s an example:

*// Serdes brings into scope pre-defined implicit SerDes*

*// that will set up all Grouped, Produced, Consumed and Joined instances.*

*// So all APIs below that accept Grouped, Produced, Consumed or Joined will*

*// get these instances automatically*

**import** Serdes.\_

**import** org.apache.kafka.streams.scala.Serdes.\_

**import** org.apache.kafka.streams.scala.ImplicitConvertions.\_

**val** builder **=** **new** **StreamsBuilder()**

**val** userClicksStream**:** **KStream[String**, **Long]** **=** builder**.**stream**(**userClicksTopic**)**

**val** userRegionsTable**:** **KTable[String**, **String]** **=** builder**.**table**(**userRegionsTopic**)**

*// The following code fragment does not have a single instance of Grouped,*

*// Produced, Consumed or Joined supplied explicitly.*

*// All of them are taken care of by the implicit SerDes imported by Serdes*

**val** clicksPerRegion**:** **KTable[String**, **Long]** **=**

userClicksStream

**.**leftJoin**(**userRegionsTable**)((**clicks**,** region**)** **=>** **(if** **(**region **==** **null)** "UNKNOWN" **else** region**,** clicks**))**

**.**map**((\_,** regionWithClicks**)** **=>** regionWithClicks**)**

**.**groupByKey

**.**reduce**(\_** **+** **\_)**

clicksPerRegion**.**toStream**.**to**(**outputTopic**)**

Quite a few things are going on in the above code snippet that may warrant a few lines of elaboration:

1. The code snippet does not depend on any config defined SerDes. In fact any SerDes defined as part of the config will be ignored.
2. All SerDes are picked up from the implicits in scope. And import Serdes.\_ brings all necessary SerDes in scope.
3. Any needed SerDe not provided by the imported implicits would be a compile-time error.
4. The code is very tidy and focused on the actual transformation.

### User-Defined SerDes

When the core SerDes are not enough and we need to define custom SerDes, the usage is exactly the same as above. Just define the implicit SerDes and start building the stream transformation. Here’s an example with AvroSerde:

*// domain object as a case class*

**case** **class** **UserClicks(**clicks**:** **Long)**

*// An implicit Serde implementation for the values we want to*

*// serialize as avro*

**implicit** **val** userClicksSerde**:** **Serde[UserClicks]** **=** **new** **AvroSerde**

*// Primitive SerDes*

**import** Serdes.\_

*// And then business as usual ..*

**val** userClicksStream**:** **KStream[String**, **UserClicks]** **=** builder**.**stream**(**userClicksTopic**)**

**val** userRegionsTable**:** **KTable[String**, **String]** **=** builder**.**table**(**userRegionsTopic**)**

*// Compute the total per region by summing the individual click counts per region.*

**val** clicksPerRegion**:** **KTable[String**, **Long]** **=**

userClicksStream

*// Join the stream against the table.*

**.**leftJoin**(**userRegionsTable**)((**clicks**,** region**)** **=>** **(if** **(**region **==** **null)** "UNKNOWN" **else** region**,** clicks**.**clicks**))**

*// Change the stream from <user> -> <region, clicks> to <region> -> <clicks>*

**.**map**((\_,** regionWithClicks**)** **=>** regionWithClicks**)**

*// Compute the total per region by summing the individual click counts per region.*

**.**groupByKey

**.**reduce**(\_** **+** **\_)**

*// Write the (continuously updating) results to the output topic.*

clicksPerRegion**.**toStream**.**to**(**outputTopic**)**

A complete example of user-defined SerDes can be found in a test class within the library.